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**EX.NO.1 SINGLY LINKED LIST**

**AIM:**

To implement singly linked list for performing various operations like insertion, deletion, search and display.

**ALGORITHM:**

1. Start.
2. Initialize a head or dummy node pointing towards NULL.
3. Display the operations and using switch case, select the desired operation to be executed.
4. Separate functions for each operations is created like

\*Insertion in beginning.

\*Insertion after p.

\*Insertion in the end. \*Deletion in beginning \*Deletion after p.

\*Deletion in the end.

\*Find an element.

\*Find the next element.

\*Find previous element.

\*Display.

\*Delete list.

\*Is empty and Is last.

1. The operation ends when user enters 0.
2. End.

**PROGRAM:**

#include <stdio.h> #include <stdlib.h> struct Node

## {

int data;

struct Node \*next;

};

void insert\_begin(struct Node\* L)

{ int x;

printf("Enter the value to be inserted: ");

scanf("%d",&x);

struct Node\*n=(struct Node\*) malloc(sizeof(struct Node));

if(n!=NULL)

{ n->data=x; if(L->next!=NULL)

{

n->next=L->next;

L->next=n;

} else

L->next=n;

}

}

void insert\_last(struct Node\* L)

{ int x; printf("Enter the value to be inserted: ");

scanf("%d",&x);

struct Node\*n=(struct Node\*) malloc(sizeof(struct Node)); if(n!=NULL)

{ n->data=x; struct Node\*temp = L->next;

while(temp->next!=NULL)

{

temp=temp->next;

}

temp->next=n;

}

}

void insert\_after(struct Node\* L)

{ int x,pos;

printf("\nEnter the value to be inserted: "); scanf("%d",&x);

printf("Enter the position to be inserted: ");

scanf("%d",&pos);

struct Node\*n=(struct Node\*) malloc(sizeof(struct Node)); if(n!=NULL)

{ n->data=x; struct Node\*temp = L->next;

for(int i=0;i<pos;i++)

{

temp=temp->next;

}

n->next=temp->next; temp->next=n;

}

}

void delete\_begin(struct Node\* L)

{ struct Node\* temp=L->next; L->next = L->next->next; free(temp);

}

void delete\_last(struct Node\* L)

{ struct Node\* temp=L->next;

while(temp->next->next!=NULL)

{

temp=temp->next;

}

free(temp->next);

temp->next=NULL;

}

void delete\_after(struct Node\* L)

{

int pos;

struct Node\* temp=L->next; printf("\nEnter the position to be deleted: "); scanf("%d",&pos);

for(int i=0;i<pos;i++)

{

temp=temp->next;

}

struct Node\* p=temp->next;

temp->next=temp->next->next;

free(p);

}

struct Node\* find(struct Node\* L)

{ int num; struct Node\* temp=L->next; printf("\nEnter the number to be searched: ");

scanf("%d",&num);

while((temp->next!=NULL)&&(temp->data!=num))

{

temp=temp->next;

}

if(temp->data==num) return temp; else return NULL;

}

struct Node\* find\_next(struct Node\* L)

{ int num; struct Node\* temp=L->next; printf("\nEnter the number to be searched: ");

scanf("%d",&num);

while((temp->next!=NULL)&&(temp->data!=num))

{

temp=temp->next;

} if(temp)

return temp->next; else

return NULL;

}

struct Node\*find\_prev(struct Node\* L)

{ int num; struct Node\* temp=L; printf("\nEnter the number to be searched: ");

scanf("%d",&num);

while((temp->next!=NULL)&&(temp->next->data!=num))

{

temp=temp->next;

}

if(temp!=L&&temp->next!=NULL)

return temp; else return NULL;

}

void delete\_all(struct Node\* L)

{ struct Node\* p=L->next; L->next=NULL; struct Node\* temp=p;

while(p!=NULL)

{

temp=p->next; free(p);

p=temp;

} }

void is\_empty(struct Node\* L)

{

if(L->next==NULL) printf("The list is empty"); else

printf("The list is not empty");

}

void is\_last(struct Node\* L)

{ int pos;

printf("Enter the position to be inserted: ");

scanf("%d",&pos); struct Node\*temp = L->next;

for(int i=0;i<pos;i++)

{

temp=temp->next;

}

if(temp->next==NULL)

printf("This is the last index"); else

printf("This is not the last index");

}

void display(struct Node\* L)

{ struct Node\* temp=L->next;

while(temp!=NULL)

{

printf("%d -> ",temp->data); temp=temp->next;

}

printf("\n");

}

void main() { int choice=1; struct Node list,\*ptr;

list.next=NULL;

printf("OPERATIONS:\n\n");

printf(" 1.Insert at the first\n 2.Insert at the end\n 3.Insert after position p\n 4.Delete the first\n 5.Delete the end\n 6.Delete at the position p\n 7.Find the element\n 8.Find next element\n 9.Find previous element\n 10.Display the list\n 11.Delete list\n 12.Check if list is empty\n 13.Check if the given index is the last\n\nSelect '0' to exit\n");

while(choice)

{

printf("\nEnter choice: ");

scanf("%d",&choice);

switch(choice)

{ case 1: insert\_begin(&list);

break;

case 2: insert\_last(&list); break; case 3: insert\_after(&list); break; case 4: delete\_begin(&list);

break; case 5: delete\_last(&list); break; case 6: delete\_after(&list); break; case 7: ptr=find(&list); if(ptr)

printf("Element %d found at location %x\n",ptr->data,ptr); else

printf("Element not found\n");

break; case 8:

ptr=find\_next(&list); if(ptr)

printf("Element %d found at location %x\n",ptr->data,ptr); else

printf("Element not found\n");

break; case 9:

ptr=find\_prev(&list); if(ptr)

printf("Element %d found at location %x\n",ptr->data,ptr); else

printf("Element not found\n");

break;

case 10: display(&list);

break;

case 11:

delete\_all(&list);

break;

case 12: is\_empty(&list);

break;

case 13: is\_last(&list); break; case 0:

printf("\nOperation terminated..."); break;

default:

printf("Invalid operation\n");

}

}

}

**OUTPUT:**

OPERATIONS:

1.Insert at the first

2.Insert at the end

3.Insert after position p

4.Delete the first

5.Delete the end

6.Delete at the position p

7.Find the element

8.Find next element

9.Find previous element

10.Display the list

11.Delete the entire list

12.Check if list is empty

13.Check the given index is the last

Select '0' to exit

Enter choice: 1

Enter the value to be inserted: 1

Enter choice: 2

Enter the value to be inserted: 2

Enter choice: 10

1 -> 2 ->

Enter choice: 0

Operation terminated...

**RESULT:**

Thus, the singly linked list is implemented and executed successfully for performing the desired operations…

**EX.NO.2 IMPLEMENTATION OF DOUBLY LINKED LIST AIM:**

To perform the doubly linked list operation (insertion ,deletion ,searching, display)

**ALGORITHM:**

1. Start
2. Create a structure and functions for each operations
3. Declare the variables
4. Create a do-while loop to display the menu and execute operations based on your input until the user chooses to exit
5. Inside the loop display the menu options
6. Prompt the user to enter their choice
7. Use switch statement to perform different operations based on the user’s choice and display it.
8. Repeat the loop until the user chooses to exit
9. Exit

**PROGRAM:**

#include<stdio.h>

#include<stdlib.h>

// Define a node structure for doubly linked list struct Node { int data; struct Node\* prev; struct Node\* next;

};

// Function to create a new node struct Node\* createNode(int data)

{

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node)); newNode->data = data; newNode->prev = NULL; newNode->next = NULL; return newNode;

}

// Function to insert a node at the beginning of the list void insertAtBeginning(struct Node\*\* head\_ref, int data) {

struct Node\* newNode = createNode(data); if (\*head\_ref == NULL)

{

\*head\_ref = newNode;

return;

}

newNode->next = \*head\_ref;

(\*head\_ref)->prev = newNode;

\*head\_ref = newNode;

}

// Function to insert a node at the end of the list void insertAtEnd(struct Node\*\* head\_ref, int data)

{

struct Node\* newNode = createNode(data); struct Node\* temp = \*head\_ref; if (\*head\_ref == NULL)

{

\*head\_ref = newNode;

return; }

while (temp->next != NULL)

{ temp = temp->next;

} temp->next = newNode; newNode->prev = temp;

}

// Function to insert a node at a specific position void insertAtPosition(struct Node\*\* head\_ref, int data, int position)

{ if (position < 1) {

printf("Invalid position\n");

return; } if (position == 1)

{

insertAtBeginning(head\_ref, data); return;

}

struct Node\* newNode = createNode(data); struct Node\* temp = \*head\_ref; for (int i = 1; i < position - 1 && temp != NULL; i++)

{ temp = temp->next;

} if (temp == NULL)

{

printf("Position out of range\n"); return;

}

newNode->next = temp->next; if (temp->next != NULL)

{ temp->next->prev = newNode;

}

temp->next = newNode; newNode->prev = temp;

}

// Function to delete the first node void deleteFirstNode(struct Node\*\* head\_ref)

{

if (\*head\_ref == NULL)

{ printf("List is empty\n"); return; }

struct Node\* temp = \*head\_ref; \*head\_ref = temp->next; if (\*head\_ref != NULL)

{

(\*head\_ref)->prev = NULL;

} free(temp);

}

// Function to delete the last node void deleteLastNode(struct Node\*\* head\_ref)

{

if (\*head\_ref == NULL)

{ printf("List is empty\n"); return; }

struct Node\* temp = \*head\_ref; while (temp->next != NULL)

{ temp = temp->next;

}

if (temp->prev != NULL)

{ temp->prev->next = NULL;

} else

{

\*head\_ref = NULL;

} free(temp);

}

// Function to delete a node at a specific position void deleteAtPosition(struct Node\*\* head\_ref, int position)

{ if (\*head\_ref == NULL) { printf("List is empty\n"); return; } if (position < 1) { printf("Invalid position\n"); return; } if (position == 1)

{

deleteFirstNode(head\_ref); return;

}

struct Node\* temp = \*head\_ref; for (int i = 1; i < position && temp != NULL; i++)

{

temp = temp->next;

}

if (temp == NULL)

{

printf("Position out of range\n"); return;

}

if (temp->next != NULL)

{

temp->next->prev = temp->prev;

}

temp->prev->next = temp->next; free(temp);

}

// Function to search for a node with a given value struct Node\* searchNode(struct Node\* head, int key)

{ struct Node\* temp = head; while (temp != NULL)

{ if (temp->data == key)

{ return temp; } temp = temp->next; } return NULL;

}

// Function to display the doubly linked list void displayList(struct Node\* head)

{ struct Node\* temp = head; while (temp != NULL)

{ printf("%d ", temp->data); temp = temp->next;

} printf("\n"); } int main() { struct Node\* head = NULL; int choice, data, position, key; do

{

printf("\n1. Insert at Beginning\n"); printf("2. Insert at End\n"); printf("3. Insert at Position\n"); printf("4. Delete First Node\n"); printf("5. Delete Last Node\n"); printf("6. Delete at Position\n"); printf("7. Search for a Node\n"); printf("8. Display List\n"); printf("9. Exit\n"); printf("Enter your choice: "); scanf("%d", &choice); switch(choice) { case 1:

printf("Enter data to insert at beginning: "); scanf("%d", &data); insertAtBeginning(&head, data); break;

case 2:

printf("Enter data to insert at end: "); scanf("%d", &data); insertAtEnd(&head, data); break;

case 3:

printf("Enter data to insert: "); scanf("%d", &data); printf("Enter position to insert at: "); scanf("%d", &position); insertAtPosition(&head, data, position); break;

case 4: deleteFirstNode(&head); break;

case 5: deleteLastNode(&head); break;

case 6:

printf("Enter position to delete: "); scanf("%d", &position); deleteAtPosition(&head, position); break;

case 7:

printf("Enter value to search: "); scanf("%d", &key); struct Node\* result = searchNode(head, key); if (result != NULL)

{

printf("%d found in the list.\n", key);

} else

{

printf("%d not found in the list.\n", key);

} break;

case 8:

printf("Doubly linked list: "); displayList(head); break;

case 9: printf("Exiting...\n");

break; default: printf("Invalid choice\n");

}

} while (choice != 9); return 0;

}

**OUTPUT:**

1. Insert at Beginning
2. Insert at End
3. Insert at Position
4. Delete First Node
5. Delete Last Node
6. Delete at Position
7. Search for a Node
8. Display List
9. Exit

Enter your choice: 2

Enter data to insert at end: 1

1. Insert at Beginning
2. Insert at End
3. Insert at Position
4. Delete First Node
5. Delete Last Node
6. Delete at Position
7. Search for a Node
8. Display List 9. Exit

Enter your choice: 2

Enter data to insert at end: 2

1. Insert at Beginning
2. Insert at End
3. Insert at Position
4. Delete First Node
5. Delete Last Node
6. Delete at Position
7. Search for a Node
8. Display List 9. Exit

Enter your choice: 2

Enter data to insert at end: 3

1. Insert at Beginning
2. Insert at End
3. Insert at Position
4. Delete First Node
5. Delete Last Node
6. Delete at Position
7. Search for a Node
8. Display List
9. Exit

Enter your choice: 8

Doubly linked list: 1 2 3

1. Insert at Beginning
2. Insert at End
3. Insert at Position
4. Delete First Node
5. Delete Last Node
6. Delete at Position
7. Search for a Node
8. Display List
9. Exit

Enter your choice: 6

Enter position to delete: 3

1. Insert at Beginning
2. Insert at End
3. Insert at Position
4. Delete First Node
5. Delete Last Node
6. Delete at Position
7. Search for a Node
8. Display List 9. Exit

Enter your choice: 8

Doubly linked list: 1 2

1. Insert at Beginning
2. Insert at End
3. Insert at Position
4. Delete First Node
5. Delete Last Node
6. Delete at Position
7. Search for a Node
8. Display List
9. Exit

Enter your choice: 9

Exiting...

=== Code Execution Successful ===

**RESULT:**

Thus, the implementation of doubly linked list is executed successfully...

**EX.NO.3 POLYNOMIAL MANUPILATION**

**AIM:**

To perform arithmetic operations on polynomials entered by the user.

**ALGORITHM:**

1. Start
2. Loop (repeat until user stops)
3. Get Polynomials
4. Ask user for the first polynomial (coefficients and powers).
5. Store terms in a list (highest power first), removing duplicates (coefficients of 0).
6. Repeat for the second polynomial (storing in a separate list).
7. Add the polynomials (corresponding terms), store the sum in another list, removing duplicates.
8. Subtract the polynomials (corresponding terms), store the difference in another list, removing duplicates.
9. Multiply the polynomials (each term from one with each term from the other), combine terms by power, store the product in another list, removing duplicates.
10. Show the original polynomials entered by the user.
11. Show the sum, difference, and product of the polynomials.
12. Ask the user if they want to continue (0 to exit).
13. Free the memory used by all the polynomial lists.
14. Stop.

**PROGRAM:**

#include <stdio.h>

#include <stdlib.h>

struct Node{

int coeff; int power; struct Node\* next;

};

void insert(struct Node\*L,int coeff,int power)

{ struct Node\* n = (struct Node\*) malloc(sizeof(struct Node)); if (n!=NULL)

{

struct Node\*p=L->next; n->coeff=coeff; n->power=power; if(p==NULL) L->next=n; else if(p->next==NULL && p->power<n->power)

{ n->next=p;

L->next=n;

} else

{

if(p->power<n->power)

{ n->next=p; L->next=n; return;

}

while(p->next!=NULL && p->next->power>n->power)

{ p=p->next;

}

n->next=p->next; p->next=n;

}

}

else printf(“Memory not allocated”);

} void remove\_duplicates(struct Node\*L)

{ struct Node\*p=L->next; while(p!=NULL && p->coeff==0)

{

L->next=p->next;

free(p); p=L->next;

}

while(p!=NULL && p->next!=NULL)

{

if(p->next!=NULL && p->next->coeff==0)

{

struct Node\*temp=p->next; p->next=p->next->next; free(temp);

}

else if(p->power==p->next->power)

{

p->coeff += p->next->coeff; struct Node\*temp=p->next; p->next=p->next->next; free(temp);

} else p=p->next;

}

}

struct Node add(struct Node\*L1,struct Node\*L2)

{ struct Node \*p1=L1->next; struct Node \*p2=L2->next; struct Node L3; L3.next=NULL; while(p1!=NULL && p2!=NULL)

{

if(p1->power > p2->power)

{

insert(&L3,p1->coeff,p1->power); p1=p1->next;

}

else if(p2->power > p1->power)

{

insert(&L3,p2->coeff,p2->power); p2=p2->next;

} else

{

insert(&L3,p1->coeff + p2->coeff,p1->power); p1=p1->next;

p2=p2->next;

}

}

while (p1!=NULL)

{

insert(&L3,p1->coeff,p1->power); p1=p1->next;

}

while (p2!=NULL)

{

insert(&L3,p2->coeff,p2->power); p2=p2->next;

} return L3;

}

struct Node sub(struct Node\*L1,struct Node\*L2)

{ struct Node \*p1=L1->next; struct Node \*p2=L2->next; struct Node L3; L3.next=NULL; while(p1!=NULL && p2!=NULL)

{

if(p1->power > p2->power)

{

insert(&L3,p1->coeff,p1->power); p1=p1->next;

}

else if(p2->power > p1->power)

{

insert(&L3,-p2->coeff,p2->power); p2=p2->next;

} else

{

p1=p1->next; p2=p2->next;

}

}

while (p1!=NULL)

{

insert(&L3,p1->coeff,p1->power); p1=p1->next;

}

while (p2!=NULL)

{

insert(&L3,-p2->coeff,p2->power); p2=p2->next;

} return L3;

}

struct Node multiply(struct Node\*L1,struct Node\*L2)

{ struct Node\*p1=L1->next; struct Node\*p2; struct Node L3;

L3.next=NULL;

while(p1!=NULL)

{

p2=L2->next; while(p2!=NULL)

{

insert(&L3,p1->coeff \* p2->coeff,p1->power+p2->power); p2=p2->next;

}

p1=p1->next;

} return L3; } void get\_nodes(int num,struct Node\*L)

{ int term,c,p; printf(“\nEnter number of terms in polynomial %d: “,num); scanf(“%d”,&term); printf(“Enter the first polynomial terms in descending order(coeff x power):\n”); while(term)

{ printf(“=> “); scanf(“%dx%d”,&c,&p);

insert(L,c,p);

Term--;

}

remove\_duplicates(L);

}

void delete\_all(struct Node\* L)

{

struct Node\* p=L->next; L->next=NULL; struct Node\* temp=p; while(p!=NULL)

{

temp=p->next;

free(p); p=temp;

}

}

void display(struct Node\*L)

{ struct Node\* ptr=L->next;

while(ptr!=NULL)

{

if((ptr->power==0))

{

printf(“%d “,ptr->coeff,ptr->power); ptr=ptr->next;

}

else if((ptr->power==1))

{

printf(“%dx “,ptr->coeff,ptr->power); ptr=ptr->next;

}

else if(ptr->power!=0)

{

printf(“%dx^%d “,ptr->coeff,ptr->power); ptr=ptr->next;

} if(ptr!=NULL) { printf(“+ “);

}

}

if(L->next==NULL)

printf(“0”); } int main() { struct Node list1,list2,list3,list4,list5; list1.next=NULL; list2.next=NULL; list3.next=NULL; list4.next=NULL; list5.next=NULL;

int end=1; while (end)

{ get\_nodes(1,&list1); get\_nodes(2,&list2);

list3=add(&list1,&list2); remove\_duplicates(&list3);

list4=sub(&list1,&list2); remove\_duplicates(&list4);

list5=multiply(&list1,&list2); remove\_duplicates(&list5);

printf(“\nFirst polynomial equation: p(x)\n”); display(&list1);

printf(“\nSecond polynomial equation: q(x)\n”); display(&list2);

printf(“\n\nSum of polynomial equations: p(x)+q(x)\n”); display(&list3);

printf(“\n\nDifference of polynomial equations: p(x)-q(x)\n”); display(&list4);

printf(“\n\nProduct of polynomial equations: p(x)\*q(x)\n”); display(&list5);

printf(“\n\nDo you wish to continue: (press 0 to exit, 1 to continue) “); scanf(“%d”,&end);

if(end==0) printf(“Operation terminated…”);

delete\_all(&list1); delete\_all(&list2); delete\_all(&list3); delete\_all(&list4); delete\_all(&list5);

} return 0;

}

**OUTPUT:**

Enter number of terms in polynomial 1: 2

Enter the first polynomial terms in descending order(coeff x power):

=> 3x^2

=> -1x

Enter number of terms in polynomial 2: 1

Enter the first polynomial terms in descending order(coeff x power):

 2x

First polynomial equation: p(x)

3x^2 – x

Second polynomial equation: q(x)

2x

Sum of polynomial equations: p(x)+q(x)

3x^2 + x

Difference of polynomial equations: p(x)-q(x)

3x^2 – 3x

Product of polynomial equations: p(x)\*q(x)

6x^3 – 2x^2

Do you wish to continue: (press 0 to exit, 1 to continue):0

**RESULT:**

Thus, the above program runs successfully…

**EX.NO.4 IMPLEMENTATION OF STACK USING ARRAY AIM:**

To implement a stack using Array.

**ALGORITHM:**

Step 1: Start.

Step 2: Define the maximum size of the Stack (MAX) and initialize the top index (top) to – 1

Step 3: Check if the Stack is full or empty (is Full () and Is Empty).

Add elements to the stack (Push ()).

Remove elements from the stack (Pop ()).

Retrieve the top elements without removing it (Top)).

Display all elements of the stack. (Display)).

Step 4: Continuously prompt the user for actions.

Step 5: Stop.

**PROGRAM:**

#include <stdio.h> #define MAX 5 int Stack[MAX], top = -1; int IsFull(); int IsEmpty(); void Push(int ele); void Pop(); void Top(); void Display(); int main() { int ch, e; do

{

printf("1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT"); printf("\nEnter your choice : "); scanf("%d", &ch); switch(ch)

{ case 1: printf("Enter the element : "); scanf("%d", &e); Push(e); break; case 2:

Pop(); break; case 3: Top(); break; case 4: Display(); break;

}

} while(ch <= 4); return 0; } int IsFull() { if(top == MAX - 1)

return 1; else return 0; } int IsEmpty() { if(top == -1) return 1; else return 0; } void Push(int ele) { if(IsFull()) printf("Stack Overflow...!\n"); else { top = top + 1;

Stack[top] = ele;

}

} void Pop() { if(IsEmpty()) printf("Stack Underflow...!\n"); else

{ printf("%d\n", Stack[top]); top = top - 1;

}

} void Top() { if(IsEmpty()) printf("Stack Underflow...!\n"); else printf("%d\n", Stack[top]);

} void Display()

{

int i; if(IsEmpty()) printf("Stack Underflow...!\n"); else { for(i = top; i >= 0; i--) printf("%d\t", Stack[i]); printf("\n");

}

}

**OUTPUT:**

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

# Enter the element: 10

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT.

# Enter your choice:1

# Enter the element:20

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

# Enter your choice:1

# Enter the element:30

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

Enter the element: 40

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

Enter the element:50

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

Enter the element:60

Stack over flow…!

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

Stack under flow…!

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:5

**Result:**

Thus, the above program for Array Implementation for Stack is executed successfully & output is verified…

**EX.NO.4 IMPLEMENTATION OF STACK USING LINKED LIST AIM:**

To implement a stack using Linked list.

**ALGORITHM:**

Step 1: Start.

Step 2: Define a structure for a stack node containing an integer element and a pointer to the next node.

Step 3: Functionality implementations.

Is Empty (), Push (int e), Pop (), Top (), Display ()

Step 4: Continuously prompt the user for actions: Push, Pop, Top, Display or Exit.

Step 5: Stop.

**PROGRAM:**

#include <stdio.h> #include <stdlib.h> struct node { int Element; struct node \*Next;

}\*List = NULL; typedef struct node Stack; int IsEmpty(); void Push(int e); void Pop(); void Top(); void Display(); int main() {

int ch, e; do

{

printf("1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT"); printf("\nEnter your choice : "); scanf("%d", &ch); switch(ch)

{ case 1:

printf("Enter the element : "); scanf("%d", &e); Push(e); break; case 2:

Pop(); break; case 3: Top(); break; case 4: Display(); break; }

} while(ch <= 4); return 0; } int IsEmpty() { if(List == NULL)

return 1; else return 0; } void Push(int e)

{

Stack \*NewNode = malloc(sizeof(Stack)); NewNode->Element = e; if(IsEmpty())

NewNode->Next = NULL;

else

NewNode->Next = List;

List = NewNode;

} void Pop() { if(IsEmpty()) printf("Stack is Underflow...!\n"); else

{

Stack \*TempNode;

TempNode = List; List = List->Next; printf("%d\n", TempNode->Element); free(TempNode);

}

} void Top() { if(IsEmpty()) printf("Stack is Underflow...!\n"); else printf("%d\n", List->Element);

} void Display() { if(IsEmpty()) printf("Stack is Underflow...!\n"); else

{

Stack \*Position; Position = List; while(Position != NULL)

{

printf("%d\t", Position->Element); Position = Position->Next;

} printf("\n");

}

}

**OUTPUT:**

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

Enter the element: 10

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT.

Enter your choice:1

Enter the element:20

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

Enter the element:30

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

Enter the element: 40

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

Enter the element:50

1.PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:1

Enter the element:60

Stack over flow…!

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:2

Stack under flow…!

1,PUSH 2.POP 3.TOP 4.DISPLAY 5.EXIT

Enter your choice:5

**Result:**

Thus, the above program for linked list implementation of Stack is executed successfully and the output

is verified…

**EX.NO.5 INFIX TO POSTFIX CONVERSION**

**AIM:**

To write a C program to perform infix to postfix conversion using stack.

**ALGORITHM:**

Step 1: Start.

Step 2: Make an empty stack.

Step 3: Read the infix expression one character at a time until it encounters end of expression.

Step 4: If the character is an operand, place it onto the output.

Step 5: If the character is an operator, push it onto the stack.

Step 6: If the stack operator has a higher or equal priority than input operator, then pop that operator from the stack and place it onto the output.

Step 7: If the character is a left parenthesis, push it onto the stack.

Step 8: If the character is a right parenthesis, pop all the operators from the stack till it encounters left parenthesis, discard both the parenthesis in the output.

Step 9: After the infix expression has been read, pop all operators from the stack and append them to the output string.

Step 10: The output string is the postfix expression.

Step 11: Stop.

**PROGRAM:**

#include <stdio.h>

#include <string.h>

#define MAX 20

int Stack[MAX], top = -1; char expr[MAX], post[MAX]; void Push(char sym); char Pop(); char Top(); int Priority(char sym);

int main()

{

int i;

printf("Enter the infix expression : ");

fgets(expr,MAX,stdin);

int size=strlen(expr)-1; if(expr[size]=='\n')

{

expr[size]='\0';

}

for(i = 0; i < strlen(expr); i++)

{

if(expr[i] >= 'a' && expr[i] <= 'z') printf("%c", expr[i]); else if(expr[i] == '(')

Push(expr[i]);

else if(expr[i] == ')')

{

while(Top() != '(') printf("%c", Pop());

Pop();

}

else

{

while(Priority(expr[i])<=Priority(Top()) && top!=-1)

printf("%c", Pop());

Push(expr[i]);

}

}

for(i = top; i >= 0; i--)

printf("%c", Pop()); return 0;

}

void Push(char sym)

{

top = top + 1;

Stack[top] = sym;

}

char Pop()

{

char e; e = Stack[top]; top = top - 1; return e; } char Top()

{

return Stack[top];;

}

int Priority(char sym)

{

int p = 0; switch(sym)

{

case '(':

p = 0; break; case '+': case '-':

p = 1;

break; case '\*': case '/': case '%':

p = 2; break; case '^':

p = 3; break; }

return p; }

**OUTPUT:**

Enter the infix expression : a/b^c+d\*e-f\*g abc^/de\*+fg\*-

**RESULT:**

Thus, the C program to perform infix to postfix conversion in stack was executed successfully…

**EX.NO.6 EVALUATING ARITHMETIC EXPRESSION AIM:**

To write a C program to evaluate arithmetic expression using stack.

**ALGORITHM:**

Step 1: Start.

Step 2: Make an empty stack.

Step 3: Read the postfix expression one character at a time until it encounters end of expression.

Step 4: If the character is an operand, push its associated value onto the stack.

Step 5: If the character is an operator, pop two values from the stack, apply the operator to them and push the result onto the stack.

Step 6: After the entire postfix expression has been read, the stack will contain one element which is the result of the expression.

Step 7: Pop the result to the output screen.

Step 8: Stop.

**PROGRAM:**

#include <stdio.h>

#include <string.h>

#define MAX 20

int Stack[MAX], top = -1; char expr[MAX]; void Push(int ele); int Pop();

int main()

{

int i, a, b, c, e;

printf("Enter the postfix expression : ");

fgets(expr,MAX,stdin); int size=strlen(expr)-1; if(expr[size]=='\n')

{

expr[size]='\0';

}

for(i = 0; i < strlen(expr); i++)

{

if(expr[i]=='+'||expr[i]=='-'||expr[i]=='\*'||expr[i]=='/')

{

b = Pop(); a = Pop(); switch(expr[i])

{

case '+': c = a + b; Push(c); break; case '-': c = a - b; Push(c); break; case '\*': c = a \* b; Push(c); break; case '/': c = a / b; Push(c); break;

} } else

{

printf("Enter the value of %c : ", expr[i]);

scanf("%d", &e);

Push(e);

}

}

printf("The result is %d", Pop()); return 0; } void Push(int ele)

{

top = top + 1;

Stack[top] = ele;

} int Pop()

{

int e; e = Stack[top]; top = top - 1; return e;

}

**OUTPUT:**

Enter the postfix expression : abc+\*d\*

Enter the value of a : 2

Enter the value of b : 3

Enter the value of c : 4

Enter the value of d : 5

The result is 70

RESULT:

Thus, the C program to evaluate an arithmetic expression using stack was executed successfully…

**EX.NO.7 IMPLEMENTATION OF QUEUE USING ARRAY**

**AIM:**

Array implementation of queue using c program.

**ALGORITHM:**

Step 1: Create an empty array to represent the queue.

Step 2: Add an element to the rear of the array.

Step 3: Remove an element from the front of the array.

Step 4: Retrieve the front element without removing it.

Step 5: Verify if the array is empty.

**PROGRAM:**

#include <stdio.h> #define MAX 5

int Queue[MAX], front = -1, rear = -1; int IsFull(); int IsEmpty(); void Enqueue(int ele); void Dequeue();

void Display(); int main() { int ch, e;

do

{

printf("1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT");

printf("\nEnter your choice : "); scanf("%d", &ch); switch(ch)

{ case 1:

printf("Enter the element : "); scanf("%d", &e);

Enqueue(e); break;

case 2: Dequeue(); break; case 3: Display(); break;

}

} while(ch <= 3); return 0;

} int IsFull() { if(rear == MAX - 1)

return 1; else return 0; int IsEmpty() { if(front == -1) return 1; else return 0; }

void Enqueue(int ele)

{ if(IsFull()) printf("Queue is Overflow...!\n"); else

{

rear = rear + 1; Queue[rear] = ele; if(front == -1) front = 0; }

}

void Dequeue()

{

if(IsEmpty()) printf("Queue is Underflow...!\n"); else

{

printf("%d\n", Queue[front]); if(front == rear) front = rear = -1; else front = front + 1;

} }

void Display()

{ int i;

if(IsEmpty()) printf("Queue is Underflow...!\n"); else

{

for(i = front; i <= rear; i++) printf("%d\t", Queue[i]);

printf("\n");

}

}

**OUTPUT:**

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 10

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 20

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 30

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 40

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 50

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 60

Queue is Overflow...!

# 1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 3

10 20 30 40 50

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

10

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

20

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

30

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

40

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

50

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

Queue is Underflow...!

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 3

Queue Underflow...!

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 4

**RESULT:**

Hence the program executed successfully…

**EX.NO.7 IMPLEMENTATION OF QUEUE USING LINKED LIST**

**AIM:**

Linked list implementation of queue using c program.

**ALGORITHM:**

Step 1: Create a new linked list node with the given value.

Step 2: If the rear value is None, set the front and rear to the newly created node. Otherwise, set the next of the rear to the newly created node and move the rear pointer to that newly created node.

Step 3: If the front is None, return (base case).Initialize a temporary pointer (temp) with the front node. Set the front to its next node.

Step 4: If the front becomes None, set the rear to None.Delete temp from memory.

**PROGRAM:**

#include <stdio.h> #include <stdlib.h> struct node

{

int Element; struct node \*Next;

}\*Front = NULL, \*Rear = NULL;

typedef struct node Queue; int IsEmpty(Queue \*List); void Enqueue(int e); void Dequeue(); void Display(); int main()

{ int ch, e;

do

{

printf("1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT");

printf("\nEnter your choice : "); scanf("%d", &ch);

switch(ch)

{

case 1:

printf("Enter the element : "); scanf("%d", &e); Enqueue(e); break; case 2: Dequeue();

break; case 3: Display(); break;

}

} while(ch <= 3);

return 0;

}

int IsEmpty(Queue \*List)

{

if(List == NULL)

return 1; else

return 0;

} void Enqueue(int e)

{

Queue \*NewNode = malloc(sizeof(Queue));

NewNode->Element = e; NewNode->Next = NULL; if(Rear == NULL) Front = Rear = NewNode;

else

{

Rear->Next = NewNode;

Rear = NewNode;

} }

void Dequeue()

{

if(IsEmpty(Front)) printf("Queue is Underflow...!\n"); else

{

Queue \*TempNode; TempNode = Front; if(Front == Rear) Front = Rear = NULL;

else Front = Front->Next; printf("%d\n", TempNode->Element); free(TempNode);

} }

void Display()

{

if(IsEmpty(Front)) printf("Queue is Underflow...!\n"); else

{

Queue \*Position; Position = Front;

while(Position != NULL)

{

printf("%d\t", Position->Element);

Position = Position->Next;

}

printf("\n");

}

}

**Output :**

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 10

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 20

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 30

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 40

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 1

Enter the element : 50

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 3

10 20 30 40 50

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

10

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

20

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

30

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

40

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

50

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 2

Queue is Underflow...!

1.ENQUEUE 2.DEQUEUE 3.DISPLAY 4.EXIT

Enter your choice : 4

**RESULT:**

Hence the program executed successfully...

**EX.NO.8 TREE TRAVERSAL**

**AIM:**

The aim of this program is to implement and demonstrate tree traversal techniques (In-order, Pre-order, and Post-order) on a binary tree using C programming language

**ALGORITHM:**

1. Start.
2. Defines a structure Node.
3. Create a new node with the given value and initialize its pointers.
4. To insert a new node into the binary search tree while maintaining the BST property. Create a function to check if the value is less than the current node's data, it traverses to the left subtree; otherwise, it traverses to the right subtree.
5. Provide a function to perform an inorder traversal of the binary search tree, printing the nodes in sorted order.
6. Provide a function to perform an preorder traversal of the binary search tree, printing the nodes in sorted order.
7. Provide a function to perform an postorder traversal of the binary search tree, printing the nodes in sorted order.
8. End.

**PROGRAM:**

#include <stdio.h> #include<stdlib.h> struct node

{ int data; struct node \*left; struct node \*right;

}; struct node\* newnode(int x)

{ struct node \*new=(struct node \*)malloc(sizeof(struct node)); new->data=x; new->left=NULL; new->right=NULL; return new;

}

struct node\* insert(struct node \*root,int x)

{ if(root==NULL) root=newnode(x); else if (root->data>x) root->left=insert(root->left,x); else root->right=insert(root->right,x); return root;

} void inorder(struct node \*root)

{ if(root!=NULL)

{ inorder(root->left); printf("%d ",root->data); inorder(root->right);

}

} void preorder(struct node \*root)

{ if(root!=NULL)

{

printf("%d ",root->data); preorder(root->left); preorder(root->right);

}

} void postorder(struct node \*root)

{ if(root!=NULL)

{

postorder(root->left); postorder(root->right); printf("%d ",root->data);

}

} int main() { struct node\* root; root = insert(root, 50); insert(root, 30); insert(root, 20); insert(root, 40); insert(root, 70); insert(root, 60); insert(root, 80); printf("\nInorder : "); inorder(root); printf("\nPreorder : "); preorder(root); printf("\nPostorder : "); postorder(root); return 0;

}

**OUTPUT:**

Inorder : 20 30 40 50 60 70 80

Preorder : 50 30 20 40 70 60 80

Postorder : 20 40 30 60 80 70 50

**RESULT:**

The output is verified successfully for the above program…

**EX.NO.9 BINARY SEARCH TREE**

**AIM:**

Implementation of Binary Search Tree using C

**ALGORITHM:**

1.Create an empty tree and insert the root node .

2.Insert the value to the right , if the root node is smaller than the value and in the left , if the root node is greater than the value.

3.Find the value in the right , if the root node is smaller than the value and in the left , if the root node is greater than the value.

4.To delete an element from a BST, the user first searches for the element using the search operation. If the element is found, there are three cases to consider:

* The node to be deleted has no children: In this case, simply remove the node from the tree.
* The node to be deleted has only one child: In this case, remove the child node from its original position and replace the node to be deleted with its child node.
* The node to be deleted has two children: In this case, get the in-order successor of that node, replace the node with the inorder successor, and then remove the inorder successor from its original position.

5.To display the binary search tree , we go with inorder,preorder and postorder traversal.

**PROGRAM:**

#include <stdio.h>

#include <stdlib.h>

struct Node

{ int data; struct Node\* left; struct Node\* right;

};

void insert(struct Node\*root,int data)

{

if(data<root->data)

{

if(root->left!=NULL) insert(root->left,data);

else

{

struct Node\*new\_node=(struct Node\*)malloc(sizeof(struct Node)); new\_node->data=data; new\_node->left=NULL; new\_node->right=NULL;

root->left=new\_node;

}

}

else

{

if(root->right!=NULL)

insert(root->right,data);

else

{

struct Node\*new\_node=(struct Node\*)malloc(sizeof(struct Node)); new\_node->data=data; new\_node->left=NULL; new\_node->right=NULL;

root->right=new\_node;

}

}

}

struct Node\* find(struct Node\*root,int data)

{ struct Node\*p; if(root->data==data) printf("%d Element found \n",data); else if(data<root->data)

{

if(root->left!=NULL) p=find(root->left,data);

else

{

printf("Element not found\n");

}

}

else

{

if(root->right!=NULL) p=find(root->right,data);

else

{

printf("Element not found\n");

} } return p;

}

struct Node\* delete(struct Node\* root, int data)

{ if (root == NULL) return root;

if (root->data > data)

{

root->left = delete(root->left, data); }

else if (root->data < data)

{

root->right = delete(root->right, data);

}

else if (root->left == NULL)

{

struct Node\* temp = root->right;

free(root); return temp;

}

else if (root->right == NULL)

{

struct Node\* temp = root->left;

free(root); return temp; } else {

struct Node\* succParent = root; struct Node\* succ = root->right;

while (succ->left != NULL)

{ succParent = succ;

succ = succ->left;

}

if (succParent != root)

succParent->left = succ->right; else succParent->right = succ->right; root->data = succ->data; free(succ); } return root;

}

void inorder(struct Node\*root)

{ if(root!=NULL)

{ inorder(root->left); printf("%d ",root->data);

inorder(root->right);

}

}

void preorder(struct Node \*root)

{

if (root != NULL)

{ printf("%d ",root->data); preorder(root->left);

preorder(root->right);

}

}

void postorder(struct Node \*root)

{ if (root != NULL)

{ postorder(root->left); postorder(root->right);

printf("%d ",root->data);

}

} void main() { int choice=1; struct Node root; root.left=NULL; root.right=NULL; printf("Enter the data for root node: "); scanf("%d",&root.data);

while(choice!=5)

{ printf("\nChoose :-"); printf("\n1.Insert"); printf("\n2.Delete"); printf("\n3.Find"); printf("\n4.Display"); printf("\n5.Exit"); printf("\nEnter your choice : "); scanf("%d",&choice);

switch(choice)

{ case 1: int x; printf("\nEnter element : "); scanf("%d",&x); insert(&root,x); break; case 2: int del;

printf("\nEnter element to be deleted : "); scanf("%d",&del); delete(&root,del); break;

case 3: int e;

printf("\nEnter element to be searched : "); scanf("%d",&e); find(&root,e); break; case 4 :

printf("\nInorder : "); inorder(&root); printf("\nPreorder : "); preorder(&root); printf("\nPostorder : "); postorder(&root); break;

}

}

}

**OUTPUT:**

Enter the data for root node: 30

Choose :-

1.Insert

2.Delete

3.Find

4.Display

5.Exit

Enter your choice : 1

Enter element : 20

Choose :-

1.Insert

2.Delete

3.Find

4.Display

5.Exit

Enter your choice : 1

Enter element : 10

Choose :-

1.Insert

2.Delete

3.Find

4.Display

5.Exit

Enter your choice : 1

Enter element : 60

Choose :-

1.Insert

2.Delete

3.Find

4.Display

5.Exit

Enter your choice : 1

Enter element : 90

Choose :-

1.Insert

2.Delete

3.Find

4.Display 5.Exit

Enter your choice : 4

Inorder : 10 20 30 60 90

Preorder : 30 20 10 60 90

Postorder : 10 20 90 60 30

Choose :-

1.Insert

2.Delete

3.Find

4.Display

5.Exit

Enter your choice : 3

Enter element to be searched : 20

20 Element found

Choose :-

1.Insert

2.Delete

3.Find

4.Display 5.Exit

Enter your choice : 2

Enter element to be deleted : 60

Choose :-

1.Insert

2.Delete

3.Find

4.Display

5.Exit

Enter your choice : 4

Inorder : 10 20 30 90

Preorder : 30 20 10 90

Postorder : 10 20 90 30

Choose :-

1.Insert

2.Delete

3.Find

4.Display

5.Exit

Enter your choice : 5

**RESULT:**

Hence, the above code is executed and the output obtained…

**EX.NO.10 AVL TREE**

**AIM:**

Implementation of AVL Trees

**ALGORITHM:**

Implementing AVL trees involves several steps, including rotations and maintaining balance factors.

1. **Node Structure**: Define a structure for the AVL tree node. It typically includes:
   * Key: The value stored in the node.
   * Height: The height of the node in the tree.
   * Left and Right Pointers: Pointers to the left and right children.
2. **Rotation Functions**: Implement rotation functions for balancing the tree:
   * Left Rotation
   * Right Rotation
   * Left-Right Rotation (Double Rotation)
   * Right-Left Rotation (Double Rotation)
3. **Insertion**:
   * Perform a standard BST insertion.
   * Update heights of ancestors.
   * Balance the tree using rotation functions if necessary.
4. **Deletion**:
   * Perform a standard BST deletion.
   * Update heights of ancestors.
   * Balance the tree using rotation functions if necessary.
5. **Balancing**:
   * Maintain balance factor for each node (the difference in heights of the left and right subtrees).
   * Balance the tree by performing rotations when the balance factor of a node is greater than 1 or less than -1.
6. **Height Calculation**:
   * Update the height of a node after each insertion and deletion.

**PROGRAM:**

#include <stdio.h>

#include <stdlib.h>

struct AVLNode { int key;

struct AVLNode \*left;

struct AVLNode \*right;

int height;

};

int height(struct AVLNode \*node) { if (node == NULL) return 0;

return node->height;

}

int max(int a, int b) { return (a > b) ? a : b;

}

struct AVLNode \*newNode(int key) {

struct AVLNode \*node = (struct AVLNode \*)malloc(sizeof(struct AVLNode)); node->key = key; node->left = NULL; node->right = NULL; node->height = 1; return node;

}

struct AVLNode \*rightRotate(struct AVLNode \*y) {

struct AVLNode \*x = y->left;

struct AVLNode \*T2 = x->right;

x->right = y;

y->left = T2;

y->height = max(height(y->left), height(y->right)) + 1; x->height = max(height(x->left), height(x->right)) + 1;

return x;

}

struct AVLNode \*leftRotate(struct AVLNode \*x) {

struct AVLNode \*y = x->right;

struct AVLNode \*T2 = y->left;

y->left = x;

x->right = T2;

x->height = max(height(x->left), height(x->right)) + 1; y->height = max(height(y->left), height(y->right)) + 1;

return y;

}

int getBalance(struct AVLNode \*node) { if (node == NULL)

return 0;

return height(node->left) - height(node->right);

}

struct AVLNode \*insertNode(struct AVLNode \*node, int key) {

if (node == NULL)

return newNode(key);

if (key < node->key)

node->left = insertNode(node->left, key); else if (key > node->key) node->right = insertNode(node->right, key); else return node;

node->height = 1 + max(height(node->left), height(node->right));

int balance = getBalance(node);

if (balance > 1 && key < node->left->key)

return rightRotate(node);

if (balance < -1 && key > node->right->key)

return leftRotate(node);

if (balance > 1 && key > node->left->key) { node->left = leftRotate(node->left);

return rightRotate(node);

}

if (balance < -1 && key < node->right->key) { node->right = rightRotate(node->right);

return leftRotate(node);

}

return node;

}

struct AVLNode \*minValueNode(struct AVLNode \*node) {

struct AVLNode \*current = node;

while (current->left != NULL)

current = current->left;

return current;

}

struct AVLNode \*deleteNode(struct AVLNode \*root, int key) {

if (root == NULL) return root;

if (key < root->key) root->left = deleteNode(root->left, key);

else if (key > root->key)

root->right = deleteNode(root->right, key);

else {

if ((root->left == NULL) || (root->right == NULL)) {

struct AVLNode \*temp = root->left ? root->left : root->right;

if (temp == NULL) { temp = root; root = NULL;

} else

\*root = \*temp;

free(temp);

} else {

struct AVLNode \*temp = minValueNode(root->right);

root->key = temp->key;

root->right = deleteNode(root->right, temp->key);

}

}

if (root == NULL) return root;

root->height = 1 + max(height(root->left), height(root->right));

int balance = getBalance(root);

if (balance > 1 && getBalance(root->left) >= 0)

return rightRotate(root);

if (balance > 1 && getBalance(root->left) < 0) { root->left = leftRotate(root->left);

return rightRotate(root);

}

if (balance < -1 && getBalance(root->right) <= 0)

return leftRotate(root);

if (balance < -1 && getBalance(root->right) > 0) { root->right = rightRotate(root->right);

return leftRotate(root);

}

return root;

}

void inorder(struct AVLNode \*root) { if (root != NULL) { inorder(root->left); printf("%d ", root->key);

inorder(root->right);

}

}

int main() {

struct AVLNode \*root = NULL; int choice, value;

while (1) { printf("\n1. Insert a value\n"); printf("2. Delete a value\n"); printf("3. Print AVL tree in inorder\n");

printf("4. Exit\n"); printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) { case 1:

printf("Enter the value to insert: "); scanf("%d", &value); root = insertNode(root, value);

break; case 2:

printf("Enter the value to delete: "); scanf("%d", &value); root = deleteNode(root, value);

break; case 3:

printf("Inorder traversal of the AVL tree:\n");

inorder(root); printf("\n"); break; case 4: exit(0); default:

printf("Invalid choice!\n");

}

}

return 0;

}

**OUTPUT:**

1. Insert a value
2. Delete a value
3. Print AVL tree in inorder
4. Exit

Enter your choice: 1

Enter the value to insert: 7

1. Insert a value
2. Delete a value
3. Print AVL tree in inorder 4. Exit

Enter your choice: 1

Enter the value to insert: 9

1. Insert a value
2. Delete a value
3. Print AVL tree in inorder 4. Exit

Enter your choice: 1

Enter the value to insert: 2

1. Insert a value
2. Delete a value
3. Print AVL tree in inorder
4. Exit

Enter your choice: 1

Enter the value to insert: 8

1. Insert a value
2. Delete a value
3. Print AVL tree in inorder
4. Exit

Enter your choice: 1

Enter the value to insert: 1

1. Insert a value
2. Delete a value
3. Print AVL tree in inorder
4. Exit

Enter your choice: 3

Inorder traversal of the AVL tree:

1 2 7 8 9

**RESULT:**

Hence the code is implemented and executed successfully...

**EX.NO.11 BREADTH FIRST SEARCH-BFS**

**AIM:**

The aim of the program is to implement Breadth First Search using C programming Language.

**ALGORITHM:**

1. Start.
2. Create an empty queue Q.
3. Mark all vertices as unvisited.
4. Mark S as visited.
5. Enqueue s into Q.
6. Dequeue the front vertex from Q.
7. Traverse the graph.
8. Mark v as visited.
9. Enqueue v into Q.

10.

End.
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**PROGRAM**

**:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHgAAAAdCAYAAABhXag7AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAASASURBVGhD7di3r1xFFAbwR845Y6LJSYAAIYSwKCgogNYShf8+SzRQu3HlBpGzBAKbnHMw+fvt3gPjyy66d4FXoPmkTzN3wpkzJ82+t9XR0dHR0dHR0dHR0dHxT3DU0ELbP3poNwE5x4XHLL6mw74Tlt1tw/jMTe5tz/HL7n+POQq63B1Di3cN7YnhnqHdBFeGu8NTFl/TcFr4YHhTSIftwPjMTe59TvhIeEW4LXrPjcCKPFH807K79UP42NBugrfCuZn4TfjpsjsLjHpseN7iazXMX7jsHoHxme67d2in4vPws2X3L7gspN+/6vipDq6DOVV7dkhZ8P39srtArUXytYV2rh0vjMdXrauxXxZff6LGx+vB2OmhCnRrWE4Z79HeGVpbY1Br2jN9/7js/oFah6vw29CCNa192FZVvC5UFdbJmIUp756DbgyvD5XRM8KrQ8qKagrtCl8Jdwx9WXB5eF9IcVFLzs5QeVKWTw1lhPHbw5fDk0KX/DX8LrT2nvD1EC4NrwnPCsn/Onw/9IYrnReEV4UMbz8DysYbQrJfC98JD4fOJYvONw9jJ4e3hQKguOrMD0LB4q70ZgtOuSUsed+G7NPCmWSQK2PZx10/Ccl9L/w5ZO+LQvvZrw2MWZiSwYRznks9O5DDng6/Cl8NOQsoyLAywPyBUMa42CXhxaH95AmYMcizlqFli4tzkDFOvDckl1G/COlmjgM/DF8MBY0gocNDobfzqdAehi1jcYRK9FL4XGj845BRvwzdkR6rzsTnQ/NAhwfCN0JnWX9/uM6+dHPm/lAw2A/kOuPJkF05WhDV/GxMcTCcGzKILGBwb7HW2yniWgV9M04pW5C1H4XGlfcnhn6L8TeUbBFf+1GGFGS6zJB9qoxAMy/AGFOFoHtrKMGkEjGgLBHAJbv0ML/uTPcscPT5oeCwzv2reqyCefslwxh0FJQSQCUSLKXPbEx1cEFWzf1zpmCfMldQmub8uSDbOKnQXlpftqsOz4QvhAxorLJXNshswcqISuLjIR0eDpXENgD0nbfuzBZkWF+VzDpVYM79+IIOdFTpVCN3EYgbY6qD640Q5d6qQ6G3T7/AgS6J3uBC9d8OlWml1rkyjpMLtU7UnhmO5bwbco7943PIFvEyyTjZWmBsmVKlkwy/G1QUc/tCT4a3FgRxyXXPdWcW3Jsz2cefQbWOLjIVys6rZOgbuzsUEMqz3wrtc7IxpmajH1bWUpghvHflXFGnlNX7xNAUVoaVKD+sGMoe67yXjMsoAqf2i9QqbUqqyypV5o1zsFLsx5SsUhIFwsHQvPLsR471HM7gYwgob7T1HEcWvd3Pn2sCwbgAUQHIWXWmcVnmHuSRwR50cI9rwzdDdxYcjw59d3NXd6ND2UficGr7pG0rKFR/qzI6B7ageI21fW1FL/ilyTDjPwPGexhZNohuZb3mGMt+Rva2tv9k8Paas2YKZBjZAqKV46zKRPi7M9u7WU8HTqusLAiMylrjNadtZXR0dHR0dHR0dHR0dHR0dHR0dHR0/P+wtfU7jc70wZTMyJsAAAAASUVORK5CYII=)

#include<stdio.h>
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#include<st

dlib.h>
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struct queue
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{

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAdCAYAAADrcjF6AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAI2SURBVGhD7ZZHixRBGEDbnF3zYtaDiAlFEBTdw54WxJsXf6ZnT5704EE9KLiKWRQDRszpvdkqKJuZZWZnCkG/B4+uqqnQ/dXX1dMEQRAEQRD838xP11FTa96+qX0D6/EcjnqdeXgGd3Zq/zBL03U2DMa2mWLfLE/Xv0btzDMoX2eKnbLrec3lzBo8gL3uJ4/RzOd0lfK3dr9cb7cN/ewL0rUGC/E4HsVp3I2T+AP34Ql8hwbhIK7Dt/gF7ZMxw3ah453rDu7ACfyQPIKOX4T2PYyPU/0Qbsa9+Ak/onOdQu9rztTMvO/4AJd0ak1zHw3oMryEN9CgfcOHaNCeYc5UMUP2o3NdxXv4Cx9hieNu4mt0Y1zXeQ32bbyO79Hf5AleQeeaMzWDJ91u7gX+xFed2p+0+1t/iWaZ2XU3tWnOTstP0UCfRANpwGQ7mnFmov0MrrhRjhmK2sHrhg8xCGblBfR1PI0rsDy/xLpn5mq8jG6O+Hxm2TU0c832QdfvSe3gtR9SyrbyzF2M3YLiq/Ycz6Nn1kbMeAzYZxzNrovoK+456Vfe19vxHh32MxPFcj//AmalZvB8sA3oTXqYq+vZtgq3oFk0hh76Xo9h+y+I43xl1+IbNJPMMM9OPwTO5WvtmepaW9EPlevfSvWzOIWON3B+LGwbOoA18UbLDbJsm5S/WTYg+eNSYjA3oYHqNVdZlnIN53WjyrG2uVEGPhgQN2QPlgEP+mQlRuCCIAiCIAiCYLQ0zW9yJVk5odrN3gAAAABJRU5ErkJggg==)

int size;
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int f;
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int r;
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int\* arr;
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}

;
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int isEmpty(struct queue \*q){
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if(q

-

>

r==q

-

>

f

){
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return 1;
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}
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return 0;
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}
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int isFull(struct queue \*q){
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if(q

-

r==q

>

-

si

>

ze

-

1){
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return 1;
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return 0;
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void enqueue(struct queue \*q, int val){
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if(isFull(q)){
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printf("This Queue is full

\

n");
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}
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r++;
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arr[q

-

>

r] = val;
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// printf("Enqued element: %d

\

n", val);
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}
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int dequeue(struct queue \*q){

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFkAAAAdCAYAAADBwsDVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAIKSURBVGhD7ZZJS1xBFEbbecABcYhDgsEZF2okoqKI4CIg4sKNZO2vzB9wqysXgogrFXciggOa73RXQVG+Dmq/ii3cA4d33+uq7nq3qm51wTAMwzAMwzBeUuuu1U6NM3dSJ2BYbskkg88RxjcuN1ycK6mTfCb/yOfiXXl4sa+l8ENok62yW366JDPg+1JYjP3vhTGQ4BFZbjy092YRfh77Gm7kVSl8QcU5qnPXFLAyluSUPJXTcl3eynn5U55LEjEjWyQviyFdkq38TU7KC/koPfT/JSck7UJH5Yl8De2S8nYk/c7rkDuS73jgQbXBy5OUTRezIvYkL87kLssFyXMStObiEPqtyu+yXm67OIZ+5YzhO70hg3JXhn1oQ+IrImsQeZJVi9mWT/JOsnpD4vbc70v6sDIbnWGCiGflXIY8j9uyo344B+S/4Pc5VyoidZLzYEhSTo4lpSaGRBzKgwx5njXR/5XUSWblsM3D1QTcez1NMm7H+FZkWFfjNkAiyxnCPTXXTwJngifre3nWXArfT8oks605tDgAO2Wv5CX7JX+ZOGg4WIiv5RfJFmdSPLS/lIuSQ5QywwEYl5m34JOPHsbYIxvcFUgwJeq3pF5XLQw0nEhiv2K4hjETEibYQ58+yWckA1MQjxXYXWOSZPuxGjnDxJJkkm0kglJmK9gwDMMwDMMwjM9IofAXWEdFzKlXPr8AAAAASUVORK5CYII=)

in

t a =

-

1

;
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if(isEmpty(q)){
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printf("This Queue is empty

\

n");
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}
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else{
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q

-

>

f++;
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a = q

-

>

arr[q

-

>

f];
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return a;
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int main(){
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// Initializing Queue (Array Implementation)
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struct queue q;
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q.size = 400;
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q.f = q.r = 0;
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q.arr = (int\*) malloc(q.size\*sizeof(int));
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// BFS Implementation

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAAdCAYAAAA0PEtlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJ4SURBVGhD7ZfHqxRBEIfXnBPmAOaMERN4UVAED579Q7179SIG0INgTqiYc/b79k1BM4w+fbvNe2D94KN7Os10VXX1bi+VSqVSqVQqNVE0uSnHU5Ngxki1rmpvdjGchfE06mw4CYdBw1bVlKaspY9wE770n34vN7oG3vSfhqtvsBCmwz0baqp25GioTyPVft33WUY9ZCTvhK7vifHl/FJlf1ujtbf7BrZHzQidCkdgP9yA9XAcvsNeOAgvweg9APPgFeiAH6DMe4dgK7jeUVgLt+EnzIRdsBq2gyfiHajlsA0WgXM+w11wnS2wqild5y047gz4rfH+f9bAHvmDPGoPIC6DO2B9GpyHa+CGvsIjcMNPwHkh21xjLjyDc7AANKDffgpMKRfhChwD2+fACbgK1+EFaDgjUiP7Tt+vY3S67Rr1Atg3ZtU0qCqNo4xOo9II0FizQLnZsizlGkbxa3Dee/Ci0bAazoh0nkZzPyvB0/AYNI59HyCkM5bCHlgGOkQn+x4jeCDVNmiXuoz2N2ob3XSlQ7xsQjrMZyM6nNUlT8RluNSUbcePWbUN2k76Ktoso64hzG1d45XGK8crI9JjakRGu8Z+DqYXc6g5NubFmPtgdJqzbdvQlOL4gVT7UloHbvghGDFeLh5RDeFF4dGzz7bd4Pd4tCOPucZGcA2PsGtsAvufgkfZS8n1zMe3wDxs+wrw8nOOxvXS8WeTKWcH7AMvJnOzztkMp8GcXaaICSW9Xp4C6xEpZZ/1+dD1b2a0NcyjGq8d4eZFDbYEXLuMPuv2OSbmmJd1uI5ODUE609/COiY1BJkayghPpVKpVCqVSqVS/6d6vV8/aHNp/60gpgAAAABJRU5ErkJggg==)

int node;
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int i = 1;
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int visited[7] = {0,0,0,0,0,0,0};
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int a [7][7] = {
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{0

,1,1,1,0,0,0},

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAdCAYAAACE768SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOfSURBVGhD7ZhZi9VAEIWv++7gvqOOuKMoKgo++SIo+Cr4gwV99NFBcF9w3/ftfEkKyqYzk1wbJjPUB4eb9NScJN1V3Z2MgiAIgiAIgiAIgmB2WND8zjW47z/1YSv+2brElvKbrbhiLGp+h8oGabX0XfpNg9gjHZMeVmd5FkonpAlpl/RcynUoHY7faekuDS14v+3SCynnt0Q6Ka2VNkqvpBzEHZf6+G2ViDM4p/1DdVYQHnaocG+nJDr2Jw1ipbRU2ib5CvLQTtKQRFPN+ZHmN4WEw2+9NJ0fCfFVwm+xlPPj/Iz0RiKOAd8tpRDH/fX1Wyd5PxL9sETiFGXISWHV5vksPasPW6GTGcQ7EonxRGIQ0k6Hj9JMfssk/JhJpvMjYSelBxJVTzLzf2lcV781kvd7Kvk42ojZVJ0VZMhJ8V5aXh/2ggplWfxSndXTKwO2ojr7l9yUnYIfg8cSBm1+zDY/pF8SvsSx/JGkHvyIG9fPkoJfZjoSuyhDTgoG9pHUZeAMOorOZGo2LDnowL7gxyCaB+T8fJzdr8X5wbY4Swho8+M5Uj/6xAqFdmYP71WEoSYFlcMG8brUJymIpXLYJ6SMU1Hml5tlvJ+/LgNq0G6DDhaX2+Cn95fzY29lCY8X/bNFor+KMdSkYMqEcarbdvI2kFTmN8kPTh+6+r2WVtWHFdz7O8mexSCOarfEyPlxPfY63o84/PibgQcbzfQa/8VQk4JOuifx9uErxWCz5iHGplWqiYGkE3k+1mHbrPk4Twk/KpuBJRmIYwOYi+PZSAz8aE/9LBFSP5YT4gxiz0v3JTwNrsPfxiY3jQ0FNmg89C3JqoPpdKe0V+KVjM0oHXBIuijRaXTkS+moxHq7T2KaZbO4X7ossRZ/ktr8+DZwQfJ+ByU2fjk/9j68GfH6eEDifvn+cUMizvx442AA30q8Tub8Lkk5P75n3GyOgUQ5J5EUtqTwxnZV4hlmequak7BOXpN4eA8PnLYRy+sa3y8Mqp9q9bG0Mbh0vlVTzo9q7eLHdfHz3w+Io/p9HH68hnbx45uF96Mt9QPu+4q0uTqroW2HdLY5Hov0QkOCCqV6U6gUqsrDmkrV+eqgIpn2fSxxzEBUrFVczo8lo4/f4+qshji+Ufi4Pn4Mpvdjxkj9gDg8mMUMnoVku90cz0vs827ubcLDJrBLZbA+l4wrfd2ufiQiswwziId+IimCIAiCIAiCIAiCIAiCYD4yGv0FYfHzrGVtc4gAAAAASUVORK5CYII=)

{1

,0,1,0,0,0,0},

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAdCAYAAACE768SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAN9SURBVGhD7ZhZy1MxEIbrvivuGy6I+6eiqHgh/gRvBf+vopd6qQjuC674Ke7b+5zTgSGkp6clxVDmgZeekw4zaTKTJhkEQRAEQRAEQRAEQTAJS4af4+hjh41pHP8jbl+7YiwbftbKVmm99EP6Q4M4KJ2WnjZvo9kjXZEeNG95VkhnpE3SNumdNIp90mWpyx8TR/8uSA9pGIGPSz/fSH+lFOzOSRulXRJ2Bu+0f2reCrJ0+Fkj9O28xET9okGslVZKu6WuysGOZOqyox3/H6X7EhN0QMqBvzXSuLjExA/J3BWXpP4mEXe5dFJK7Xm/KH2QsNss+f69lk5IJE5Rak4KqoDq9XyRXrWPnfSxY6IPS6w4rEIvpbNSbjL7xv0ssULkqt5YJREHO+K+kEiSNO4G6ZD0RMIf/fN2tGGzvXkrSM1JsSitbh9nwhbpp/S7eWuXYdqo3GnpSgaDlYS4/CUCcW0l8vj+4Rc7vwLxycpEIhal5qRgv/NM6jPQk8KAMjlfJfPP4NOeTk5JLK4lBNAHYIIN7EgK3z+eGRMrFNpZPbyvItSaFFQOG7ub0iySAp9UGPsTJsCg3SZpFljc3AY/rfhc/9hbsRcBfDE+OyXGqxi1JoUt6b56SvNeYt9iE8QEsOm02LOCuFS7xWXl+C75ZGTC2cOsa95asKN/fGfgg41m0T7XmhQM0iOJ04GvFIPNmgebPvsPb0clIgabceCI91hi0KfxZ9DW1T9+G4lBXNrZJ9hmkndLBPpGolAY9I+/E+wMbDki02d8GsThu6mpNSmAKmCi/A+kmmmjOjjfA98fl65JHNvA7Bho7Ng8YndEui6x5PLdDemotFfC7q4E3A1M4s9OSSzj3FOk/TN/rEz4uC0tSNjsl25JgD/s8Gf9OyXRP/pyR6Id8LtD8qsp/ukP8fh+7mCA+YFp4vJj0zZsOa5xj2Dk7KjgYxKDb4NGG9XqbanWPv6Iiz9/f5Czwx/HUO+PuBwnvS3+uLPw/mhL+wfEuSqRGAZtJNCl4fNUpIFqgqWTC5oUKsVuNw3+Uzm++buEUXZUub9LYOnlgszbsqGbxN/z5q0lZ5fzR1xuKL0t/phM7487krR/gB0+3jZvLcQm2e4Nn+cSlkOWbZbvLjhG9qkMltqSdqXj9vVHIrLKsIJ4GKd0PxMEQRAEQRAEQRAEQRAE88Jg8A+gC6kMliWbOgAAAABJRU5ErkJggg==)

{1

,1,0,1,1,0,0},

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAdCAYAAACE768SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAANiSURBVGhD7ZhXy9VAEIY/e1fsDQuCvaCoeOFv8Fbw/yp66a0i2AtWLNjb+yQZGZdNTnLOgvEwD7yc7J7hTbKZnWR3IQiCIAiCIAiCIAj+DYua3/8NrvtXfdiKv7c+sWP1G3LeIixpfsfKZmmt9FX6SYfYL52UHlatPIul09IGaY/0XMoNKAOO3znpLh0teL9d0gtpFr9l0ilpkh9xZ6T10g6JOIM2/e+rVkG42bHCtZ2VXknf6RCrpeXSTsnPIA/9JA1JdLtpH2t+U0g4/DZJXX4kxGcJv6VSlx8PmmTu8uP6JvnRPi+9kYjbKO2TDBL9qETiFGXMScEs2FIf/uGj9Kw+bIVB5iHekUiMJxIPIfeQPkiT/FZI+DHz+/gR11Xm+/qtkw5IDyT8nko+jj5itlatgow5Kd5JK+vDQTBTeS1+qlp1eaXCrKpaf9P18Az8eHi8wqCE3zdpkh/Vi7gfEr7E+QrEL5WJRCzKmJOCB/tI6jPQBgPFYFKaDUsOBnAo+PEQzQNK+FlCQM7P7oP/7P45ZkxsotBP9fBeRRhrUjBz+EC8Jg1JCmKZOXwnpEwzo8wvVxVm8ct94Kd+tLkPEsTg28oSHi/GZ7vEeBVjrElByYRpZqN9yduDZGZ+kfxsH0Jpv9cSs90SI+fH+fjWWVO1aoh7K/GfgQcfmjZeRRhrUjBI9yRWH36mGHyseYixssps4kEyiNwf72H7WPNxnpJ+9HX5cW8kBn70p36WCFQKEoWJwXl5nRBnEHtRui/haXAe/puasSYFMAtYi/sbpJzSx+xgfQ/8f0S6LLFsY3CvS4cklq57mzYclK5IlFxo82NvIPVjJUBszs9WSZRx9ina/FhR4XdDOi4Rk/oRhx9xV6UT0m6Ja7kp0Q/4bpN8NcWf6+F8ftzmBgaYG0wTl5tN+4hluUYSGMxWlms+lr7DEoNvg5bzY7b28eO8+Pn9gzY/lqF9/Niz8H70UU1ST85zSSIxDPpIoAvN8VSkJxoTlE42aFKYKSwRPbxTWb75PQdKKmXfxxLHPobfS8j58coY4ve4atXM6sfD9H7szbCBl3oSh8fLqlXDuUm2W83xXGLbu7nVhIePwD4zg1JbMq70efv6kYhUGSqIh3EiKYIgCIIgCIIgCIIgCIJgHllY+A28P8Xdym6dMQAAAABJRU5ErkJggg==)

,0,1,0,1,0,0},

{1

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAdCAYAAACE768SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAN9SURBVGhD7ZhZaxVBEEave9zRuIsLgisqioqgv8FXwf+r6KM+KoILbriFqLhv35mZgqLtmUxCB5tLHfi4dzqVqr41Vd3TMwmCIAiCIAiCIAiCYCwrnIYYawdjbGCsr/8Rtxirus9amZU2Sd+l39Ia6ay0VdojvZFyrJTOSdgdkF5Lf6QUkn1Yuig9YmAA/FyVHjZXeZjfeWmLtEN6J/VB3CvSkL+h+fH7ifOxuSoIyasV5nZBIrE/JRJ0RvoqPZA2SoekFLOjiLDj+lT3mULBrZW2S7m/Gxuk9dJeqc+O8UvSnERcCjI3P8AfcYf8AfPDD82R2lHoJyUKsSg1F4V1m7FO4ubSWdzwlxKrQZqs1RLjZvdCokhyyf8kvWq/DvJZWsiOG31EeiqxKlHMufnBGH/A/N62X/+BGJulnc1VQWouig/STPu1gW7+If1qrtplkzGKwENnsS1+aa5aO+v0lNyWslT8/PBLXDo8nd9iwE/fHCk2VhIKpyg1FwU39plEUkgASfeQfMb9zTY7thjDioMELhfEpRiJZTfR4uaKsQTEYbXkeasotRYFnc2D3S3JuoWOSB+MGbfkg9mxX6cU7yiHj0uBGOn8SoJv8rNbIl/FqLUobIvw3c0ezHZihcENmJfM1uBEQsKsQ+ngb9Jy3RzjvcTDr8Hcc/MrCbngQbNojFqLgpv4WOL0YZ3HGInnJjNvjmRPJAoAG3v+4KRCYZgd+7o9/Hk7Dw+xnj67FG/HSkHhUQzE5QFwobgp2PnCAsZyMM4RmRyQG4M4ff8zilqLAugCbrz9QJJ7Rzom7Zf2SfckOCFdl7ZJ2N2WsOPId7C7hqPSDYklF1htiEG34Q+Ix7sG8wdmh2/seHjEzvxxSuJvN6XTEvMjxl0JzB8nKkj9gfnDzk5dbAt8Z37Ye7DfJfnVFP/Mh3iWt6mChPAD08Klq+l+P44tx06KwMCObvV2jB2XSL4ljc80Bt2a+svZERd//n1Ebn7443g6xh/Hbu8vZweMX5MoDIMxCvJy931J5ILVAksxL2hSWCp5B8A7CIM9leOgP/tjxzaS2tHlvB2kS4FPbwNsQam/nJ35e95cteTmtxh/3EzvL2cH2BHLv8fAlqK8332fSlgOWTZZbofgoXJMZ7DUlrQrHXesPwqRVZAVyUOeKIogCIIgCIIgCIIgCIIgmEYmk7+AJqf6rxZp3QAAAABJRU5ErkJggg==)

{0

,0,1,1,0,1,1},

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAdCAYAAACE768SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAPHSURBVGhD7ZhZq9UwFIWP8+zFeUZxHlAUFQWffBEUfBX8wYI++qgIep1xnudpfW03bkNae66BWw/7g8U5STcrabKTph0FQRAEQRAEQRAEwewwp/n9n/B9/tn85pitOCC2T4xRqt0izGt+h8oaabn0RfohLZCOSFPSRumplGOudFQibpv0RMoNqPdbKz2Xcni/zRLt5vyYwB3SCek2FS34drv8iDsmrZTS+6VM/duqVBBudqjQt+MSE/VNYsAPS5+km9IyabuUYnEkEXGUDza/Hsr4v5aIY4La/EgIa3e+lPMDEhgfkjl3Haj399HmR/mk9FIibpXk+0eiH5BInKIMOSlYBaxeY5HE4N2SmPBHEpOVDiaDTL3FPZSYhDRuqbRbuid1+dEu9az8Lj94JxHXtc339Vsh7ZTuSvjRPx9HHTHrqlJBhpwUb6TF9d+K1dJX6XtVqrdN6kgCDyuVx+LHqlTHkQBLqtJvxvFj8niEQZsfdCWDgR/t/s3P9w9f4vwOxC87E4lYlCEnBRN7X2JAGAAGycNgUe8H0+LYmg1LDgbQII7J4ZpNZJufxRk5v76YnyUEtPWP+/D94z9jYguFenYP71WEoSYFK4cD4hWJm0esiPRgTL2fMItbWJX+xK8oH8cEGG1+uV3B+/XF/HIH/NQv1z/OVpbweDE+GyTGqxhDTQrb0v3qeSyxSmxAGTAOiRZr2EneJpKV+Vnykw0vJM4tpfz6Qrv+PnJ+tMf9cpg2iKN/XDPw4KCZ9vmfGGpSMEh3JN4ObKVQx4AyOPSbV7JpiUEixrZVVhMTaXE8h+2w5uNYiaiUn0Edh0mPj/P3QX3qZ4lA30gUFgbt8jghziD2jESf8TRoh2szJreNDQUOfNz0dYkBg1cSbwyUOZlflTgE7pfOSQwaA/lMOiTxvN0lsc0St0e6IPEsfi/xusf11I9vA2cl77dP4uCX8+Ps80FiG+f6VolXRg7LTJD58cbBBHIfvE7m/M5L5kf/9kr0j+8Z15r/QKKclkgKe6Sw812SaJOdZuJggC9L3LyHVcjq8vXE8rq2qSrVEMfrmo+jjsll8G015fxYrX38aBc///0A37TP+PEa2seP127vR13aP6Cdi9L6qlRD3RbpVPN/RqQNDQlWKKsthZXGBy1WlsEzlVXnVwdxbPtpHDuQ/5aQ8+ORMY7fg6pUg6+PgXH8mEzvx46R9g+Iw4NdzKBtku1G838isc+7ubcJD4fAPiuD53PJuNLt9vUjEdll2EE8jBNJEQRBEARBEARBEARBEASTyGj0CxrjCOIQZyUXAAAAAElFTkSuQmCC)

{0

,0,0,0,1,0,0},

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIIAAAAdCAYAAABmM7RrAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAPGSURBVGhD7ZjXqhRREEXHnL1GMGC85iyCAXzzB3zyA/xZRR9EuA+iKCoYMOec9uqewqI4PdN35oLtUAs202dmd50+dWJPL0mSJEmSJEmSJEmGM6//+T/hn/l3/7PEv/IB3jYeY67qHRlfSRdZKy2RXknfpPnSkf71Mumm9EuK0K6jkvlmpO9SJMZr8hFvf33ZWylRb8kHG6Tj0jXpPV8UIN5eifqJR71fpIivNz7fOmmV9FAae4DwIF2FJJyTnkl0FOU9EtyWSMghie8j0xIJxvdaOiVFn8VbLOH7KJV8sFnaJOF7IZ2XSrkjFh22UyrFMYi3RSLeY6kp3g6JDi+1g/KURKyx6fJAWCiR/AVVqU7AaemuxCpAApn1+Dy0iRl5T8L3SGJWLZc8Fu++5H2sQB7z3ZLMt0uiEyIMWH4fhMV7IBHvqbRVivFoBx0/qB20fZtkg2NkujwQfkq2ZAMznE76XJXqZZek8L2HgUNSP1WlOg6rBzPLQ1zifahKdVwSGjuEZMd4LOPrq9LssTr8tsFqFOO1aQdt596x6fJAgCeSdVTsSBIDNlAMkkeybcAAXnx+5liHM9gM7okDC19cdYiHb5SZyH3Es3rZ36l3hRSfb1g7WE0sD2PR1YHATN0tXZVYFsEGhG0Vhk8U4CO57NcefP5Q1RTPvjcsXvS9kUY5pPEcP6Q4uKweY1g70B3pq8QWOhZdHQiMcpZfPzt5c6DR9h0JIqFvq9JfmGkk0d+7SOJ+Dx4fj45mVsZ4eLg3xou+ttgzr65K9ezmuqkdfiWM7eCZmSh+VRuJrg4EksVhkEOfzRxmAEshSybPzSzwr05L+5/eR5JJJLPX9lp8fF/ysRXR8WDxAN8aiXotnnWcxRuG91k8ypxzqDPGi+2N7cBzQGKriIN81sTlrkvQ0LMSp2brHF7dDkrMAJLA1sE1r2IXpZfSOwnfYYn7+LwuscKYjwMWycN3TOK3fdIVycezDjcfnWDxuGYmX5KoBw+Dltc5Xl+Jz4GQ1c3i8Wy89uHljYcY1HtDYvZbPA6FzyV8tNO3w7ZCGwj8hndiYRZcllgOPZQ3Sn4140zBfwIkhgSBrRreR0dtl+hU8xEv+oiHj+S3iXdSMh/g8eWSz+LZigdc8ypZ8vl6gd9PSGf61xMLjbsgxYFQggQyEOjAQRCTQyj/yA2CeAyq+N9DiTbxqLdNPHy0g21jGHgZ0PyTOfGQOGZIPDlH4qthE/j8DGyibTyeq228Nr628YAzA9tQm+dMkiRJkiRJkiRJkiRJkrmk1/sDpATdrStjkt8AAAAASUVORK5CYII=)

{0

,0,0,0,1,0,

0}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAAdCAYAAAA6lTUKAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAADTSURBVFhH7ZS7CsJAEEXjC5+FYCE+KsHa3i/Rj7XyQ2zEwlSWvtAza8AlZbIZVpkDhzDb5GYyO4lhGIbx1zSyZ1X0cIIPvMvBr9HHNdZcFZB69qwS+btzzIcv/W6N8AO84ctVH1q4wZGrCqIRPsUr+p2X+d/jxVWRM8YFNl0VCI3OCzL3MjqydYKhEV7W5QpPrvrSwVIbSCP8ENvoX9gpbnGJhT9AI7xcShkbP+QZdyjdL4zWzB/R7/wT5fIe0D+Pii7OMN9hOQ+6eQzDMAwjIpLkDUOiFktTo6EMAAAAAElFTkSuQmCC)

}

;

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHYAAAAdCAYAAAB/lJiIAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAQ8SURBVGhD7dhXi2xFFIbhMWePOYeDOWDCAGYF5YjitYo/0RvBf6AIIoJ6Yc4BA+acw/f07IV1tt093TPdcwTrg5faoat21VqrVlX1RldXV1dXV1dXV1dXV9du6OCh3I4OaijVdVuO37f3rWY9J/08evPyX+0tonaci9ZZSocM5X9BR4ZHw6vhdw+W0DHhynB+uDa8E04Jp4Vvw33hu3BuuCB8FA4L14Uzws8DJe1dFD6f3O2vE8K+oP6n4ebAjscF7b0X5olTHw4fB/XOCt+HP8PKtJMZsmox7GNDOU8i/JzNy4nc3xg+CM+G18PJgRPfDcToRwwl1Lkm/Bg456bhGbGJIHkj/OXBSALlq83LicxccBKnbyUOfDwIGsHm+4JxpTN33Y7V2cK3qvPtfZX4KZTqWfsb4pgbQvXdczPz18ARbwbvzXz3+DJ8MfB1IE6QGcyWU0N968LwdvgttKr3Y30TOEg71fY8aaMNXmM+PBhDqca2ba0zFZ8Zbgk6bXbcFnxPhF4a7gicce9QSpGevRzODncGdf321mB2MaC2GEHE/xGkXDPss2A2nD7wUiCGrO9y1i+BE04KFQy+Y3YLGk6umV7SxsXhvCAbSPmcKJ1659sVlO1sHstvrwh3BRlGX8jzq4KAkuIfCpaLNtCX0o4jY44Y8tDA8E+GZwKnWNOkOanR958IH4a3Qm1IDMpgrXVPh+fC5YEjGUT5SeBsJTGuNKl9s6hUs1gpMDjD9YvB944Pzwffuyy8MlxzcNmHM31fHYEnMEr6zkFmP8fMk+8a+7GTu39kHJU1BN9ToR3D0lqnYw0CNVMMSAoy2zxnCE75IRhYu2Gq96LfLGTIcrp3s+Qdo43X6Wl19OmF8FpgRI7TR7o7mOX3hMoaFRDQ33n9mCfj4sBWModAP2pytxm8rT2W1jodOxZDmFXLdLiMt4wRGWnRcWkXtenhYDOHkfW1Zi6Dl9HXqZUtjet2LMNU2nF9YqjUSbMG4rdjStLwPAPYKC3jBGtapWDZwQy1hHC4NU5pzbVus9e0Pk2T49ui0l/jqhSv7lbtz9VuzFjnNA69JLwfGN66y4A2I0qDsDYyonJPsL6qJzD8ngNseAzetSOO9VEb6in9VuCov4h8Vwq2g65zpPqec64+uHc2ZfgHw/VBv/RpVgAZ8yNh7+Ruf7XjLOdpx1pNVddmbUfOXZd06v5gx2qHbAPSdrSiv+S6DbT2/fgdh0qXpfa3rm8PnLKVOM+ZuO0HqWtdbWeda0b3balb3VnyTqAZ+7htGo/NLlmgUNW9Okyre8Cl8w8E2/vWKbshTtjpoX+ndaX32vDNkt8JlNaJSkc/R69ta2WL9RRJm6JeBNpRjg/865QNmqOPHbgjzm5LanXOrnPqLHGetdvOXHomdZ0GtvoH7oCqTTld09Xt09XV1dXV1dXV1dXV1fU/18bG33u11PlnXHQjAAAAAElFTkSuQmCC)

printf("%d", i)

;

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG4AAAAdCAYAAABL7VmUAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAN2SURBVGhD7ZhHqxRBFEbHnH3mnLMoRhQRFBS3ggtxLf5Clz73bkRQESNixJwxZ78zUxfKsrtnpsPweN4Dh56urq7uCreqelqO4ziO4ziO4ziDZ0ywiF7yFMG9kzo/24yVaZmkGXYtvl6FOsv6i3HhOGiozB65VD4mIQPyHJJT5UsS+mS83CH3y+uS8k6G42xJmXPlMXlVzpGb5E45Qz6VVeA5a+QueZeE0QINi0XQaTQAcFzW+dkzdNAJSVThqXC0MmFyOALXdksaO85TBjp/u7Tn10rtBSZQ+bgB4vOfQcOuxfm/hCMskFtk/M5Z94Cl/Wqf/cvvcCTPt87PNqTbtRQrM8ssPsi8maJyuzc5VTLi9kqi5ImkQdZLpkdgChuSTElE1iq5UjK93ZHkOyi576MkCijzraRDuZepjXxr5Sv5XRJBlDFfLpaz5DUJpF+SlEm075OUeyuk0QncA/FUSTpT+zZJHWLXyTfys0zhfVdInm8Dgroel/flVxLK0GTEMeIeykXSRv4EyXrzQlo00Sir5Q95WT6QVJK1z0YzFeSc4zNJeTQka9NFSSdslNTnsCTvFcnzrcFSeN4NObF9VgxlXJDD8kwiaQyaXvkkz4VjaZrsOCpLJwBRRycQ4TRY2phE1AFp0cZ1JK8R3zNFzpNbJevIO8lAYYPBlMrAoHPfyyLi8ovg3YlqnsU7xpJGZPUD0dbrszNpsuOAxr4pN0imjEchLYZzOvisZLo8KmdKi7Ys6DgihYgh4pCdG2kMjrqXAN7xtmSateeZpHUbILUziI6jwqxDrDmvJdApyBTHcbN8Lk9LIme5NKwD2cjYbyKMTQWjnemXclgf2QwwnbJOUTd7RhHdrhvUJc887H1TpoVjaZruOKAhiTqmL6skL45sHIgepjg2CWzfmfvvSTYfXCONSKKzmB7JR0Sdl3Q4C/0RyQaIzQlrKJsaNkZ0LJsV1tkUOowBxXXKrRs2IZTLu8fPXyL5RGB2GfFQiXRkMxptRFolLVIMixrgSCdaOXbOffE9pC+UlEU0koc08th3nGHpBucMDOR3VdLygX9y2ImyI67jGaOeuOPyGoxrdX2A58HAo+Piv+L6psnvuJEIUThdEoXpxzF/f/FJwXXWYluP64YOY9motKv830I1rm/WpqLbdcdxHMdxHMdxHMcpQav1B8Nwnz7T58k1AAAAAElFTkSuQmCC)

visited[i] = 1;
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enqueue(&q, i); // Enqueue i for exploration
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while (!isEmpty(&q))
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{
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int node = dequeue(&q);
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for (int j = 0; j < 7; j++)
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{
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if(a[node][j] ==

== 0){

1

&& visited[j]
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printf("%d", j);
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visited[j] = 1;
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enqueue(&q, j);
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}
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}
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return 0;
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}
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**O**

**UTPUT**

**:**

1 0 2 3 4 5 6

**RESULT:**
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**AIM:**

The aim of the program is to implement Depth First Search using C programming Language.

**ALGORITHM:**

1. Start.
2. Create a stack and push the starting vertex.
3. Mark the starting vertex as visited.
4. Pop a vertex from the stack.
5. If the neighbour has not been visited, mark it as visited
6. Push the neighbour onto the stack.
7. End.

**PROGRAM:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHgAAAAdCAYAAABhXag7AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAASASURBVGhD7di3r1xFFAbwR845Y6LJSYAAIYSwKCgogNYShf8+SzRQu3HlBpGzBAKbnHMw+fvt3gPjyy66d4FXoPmkTzN3wpkzJ82+t9XR0dHR0dHR0dHR0dHxT3DU0ELbP3poNwE5x4XHLL6mw74Tlt1tw/jMTe5tz/HL7n+POQq63B1Di3cN7YnhnqHdBFeGu8NTFl/TcFr4YHhTSIftwPjMTe59TvhIeEW4LXrPjcCKPFH807K79UP42NBugrfCuZn4TfjpsjsLjHpseN7iazXMX7jsHoHxme67d2in4vPws2X3L7gspN+/6vipDq6DOVV7dkhZ8P39srtArUXytYV2rh0vjMdXrauxXxZff6LGx+vB2OmhCnRrWE4Z79HeGVpbY1Br2jN9/7js/oFah6vw29CCNa192FZVvC5UFdbJmIUp756DbgyvD5XRM8KrQ8qKagrtCl8Jdwx9WXB5eF9IcVFLzs5QeVKWTw1lhPHbw5fDk0KX/DX8LrT2nvD1EC4NrwnPCsn/Onw/9IYrnReEV4UMbz8DysYbQrJfC98JD4fOJYvONw9jJ4e3hQKguOrMD0LB4q70ZgtOuSUsed+G7NPCmWSQK2PZx10/Ccl9L/w5ZO+LQvvZrw2MWZiSwYRznks9O5DDng6/Cl8NOQsoyLAywPyBUMa42CXhxaH95AmYMcizlqFli4tzkDFOvDckl1G/COlmjgM/DF8MBY0gocNDobfzqdAehi1jcYRK9FL4XGj845BRvwzdkR6rzsTnQ/NAhwfCN0JnWX9/uM6+dHPm/lAw2A/kOuPJkF05WhDV/GxMcTCcGzKILGBwb7HW2yniWgV9M04pW5C1H4XGlfcnhn6L8TeUbBFf+1GGFGS6zJB9qoxAMy/AGFOFoHtrKMGkEjGgLBHAJbv0ML/uTPcscPT5oeCwzv2reqyCefslwxh0FJQSQCUSLKXPbEx1cEFWzf1zpmCfMldQmub8uSDbOKnQXlpftqsOz4QvhAxorLJXNshswcqISuLjIR0eDpXENgD0nbfuzBZkWF+VzDpVYM79+IIOdFTpVCN3EYgbY6qD640Q5d6qQ6G3T7/AgS6J3uBC9d8OlWml1rkyjpMLtU7UnhmO5bwbco7943PIFvEyyTjZWmBsmVKlkwy/G1QUc/tCT4a3FgRxyXXPdWcW3Jsz2cefQbWOLjIVys6rZOgbuzsUEMqz3wrtc7IxpmajH1bWUpghvHflXFGnlNX7xNAUVoaVKD+sGMoe67yXjMsoAqf2i9QqbUqqyypV5o1zsFLsx5SsUhIFwsHQvPLsR471HM7gYwgob7T1HEcWvd3Pn2sCwbgAUQHIWXWmcVnmHuSRwR50cI9rwzdDdxYcjw59d3NXd6ND2UficGr7pG0rKFR/qzI6B7ageI21fW1FL/ilyTDjPwPGexhZNohuZb3mGMt+Rva2tv9k8Paas2YKZBjZAqKV46zKRPi7M9u7WU8HTqusLAiMylrjNadtZXR0dHR0dHR0dHR0dHR0dHR0dHR0/P+wtfU7jc70wZTMyJsAAAAASUVORK5CYII=)

#

include<stdio.h>
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#include<stdlib.h>
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int visited[7] = {0,0,0,0,0,0,0};
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int A [7][7] = {
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{0

,1,1,1,0,0,0},

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIUAAAAdCAYAAACE768SAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOfSURBVGhD7ZhZi9VAEIWv++7gvqOOuKMoKgo++SIo+Cr4gwV99NFBcF9w3/ftfEkKyqYzk1wbJjPUB4eb9NScJN1V3Z2MgiAIgiAIgiAIgmB2WND8zjW47z/1YSv+2brElvKbrbhiLGp+h8oGabX0XfpNg9gjHZMeVmd5FkonpAlpl/RcynUoHY7faekuDS14v+3SCynnt0Q6Ka2VNkqvpBzEHZf6+G2ViDM4p/1DdVYQHnaocG+nJDr2Jw1ipbRU2ib5CvLQTtKQRFPN+ZHmN4WEw2+9NJ0fCfFVwm+xlPPj/Iz0RiKOAd8tpRDH/fX1Wyd5PxL9sETiFGXISWHV5vksPasPW6GTGcQ7EonxRGIQ0k6Hj9JMfssk/JhJpvMjYSelBxJVTzLzf2lcV781kvd7Kvk42ojZVJ0VZMhJ8V5aXh/2ggplWfxSndXTKwO2ojr7l9yUnYIfg8cSBm1+zDY/pF8SvsSx/JGkHvyIG9fPkoJfZjoSuyhDTgoG9pHUZeAMOorOZGo2LDnowL7gxyCaB+T8fJzdr8X5wbY4Swho8+M5Uj/6xAqFdmYP71WEoSYFlcMG8brUJymIpXLYJ6SMU1Hml5tlvJ+/LgNq0G6DDhaX2+Cn95fzY29lCY8X/bNFor+KMdSkYMqEcarbdvI2kFTmN8kPTh+6+r2WVtWHFdz7O8mexSCOarfEyPlxPfY63o84/PibgQcbzfQa/8VQk4JOuifx9uErxWCz5iHGplWqiYGkE3k+1mHbrPk4Twk/KpuBJRmIYwOYi+PZSAz8aE/9LBFSP5YT4gxiz0v3JTwNrsPfxiY3jQ0FNmg89C3JqoPpdKe0V+KVjM0oHXBIuijRaXTkS+moxHq7T2KaZbO4X7ossRZ/ktr8+DZwQfJ+ByU2fjk/9j68GfH6eEDifvn+cUMizvx442AA30q8Tub8Lkk5P75n3GyOgUQ5J5EUtqTwxnZV4hlmequak7BOXpN4eA8PnLYRy+sa3y8Mqp9q9bG0Mbh0vlVTzo9q7eLHdfHz3w+Io/p9HH68hnbx45uF96Mt9QPu+4q0uTqroW2HdLY5Hov0QkOCCqV6U6gUqsrDmkrV+eqgIpn2fSxxzEBUrFVczo8lo4/f4+qshji+Ufi4Pn4Mpvdjxkj9gDg8mMUMnoVku90cz0vs827ubcLDJrBLZbA+l4wrfd2ufiQiswwziId+IimCIAiCIAiCIAiCIAiCYD4yGv0FYfHzrGVtc4gAAAAASUVORK5CYII=)

{1

,0,1,0,0,0,0},
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{1

,1,0,1,1,0,0},
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}

;
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void DFS(int i){
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printf("%d ", i);
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visited[i] = 1;
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for (int j = 0; j < 7; j++)
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{
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if(A[i][j]==1 && !visited[j]){
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DFS(j);
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}
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}
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}
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int main(){
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DFS(0);
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return 0;
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}

**OUTPUT:**

0 1 2 3 4 5 6

**RESULT:**

![](data:image/png;base64,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)Hence, the program has been successfully implemented…

**EX.NO.12 TOPOLOGICAL SORTING AIM:**

Implementation of Topological sorting using c.

**ALGORITHM:**

1. **Compute In-degree**: Calculate the in-degree (number of incoming edges) for each vertex.
2. **Initialize Queue**: Enqueue all vertices with in-degree 0 into a queue.
3. **Process Queue**: Process each vertex in the queue by:
   * Removing it from the queue.
   * Outputting it (or storing it in the result list).
   * Decreasing the in-degree of its neighboring vertices.
   * If a neighboring vertex's in-degree becomes 0, enqueue it.
4. **Check for Cycle**: If all vertices are processed and the result list has fewer vertices than the total number of vertices, then a cycle exists in the graph (not a DAG).

**PROGRAM:**

#include <stdio.h>

#include <stdlib.h>

#define MAX\_VERTICES 100 struct AdjListNode {

int dest;

struct AdjListNode\* next;

};

struct AdjList { struct AdjListNode\* head;

};

struct Graph { int numVertices; struct AdjList\* array; int\* inDegree;

};

struct AdjListNode\* newAdjListNode(int dest) {

struct AdjListNode\* newNode = (struct AdjListNode\*)malloc(sizeof(struct AdjListNode)); newNode->dest = dest; newNode->next = NULL; return newNode;

}

struct Graph\* createGraph(int numVertices) {

struct Graph\* graph = (struct Graph\*)malloc(sizeof(struct Graph)); graph->numVertices = numVertices;

graph->array = (struct AdjList\*)malloc(numVertices \* sizeof(struct AdjList)); graph->inDegree = (int\*)malloc(numVertices \* sizeof(int));

for (int i = 0; i < numVertices; ++i) { graph->array[i].head = NULL; graph->inDegree[i] = 0;

}

return graph;

}

void addEdge(struct Graph\* graph, int src, int dest) { struct AdjListNode\* newNode = newAdjListNode(dest); newNode->next = graph->array[src].head; graph->array[src].head = newNode;

graph->inDegree[dest]++;

}

void topologicalSort(struct Graph\* graph) {

int\* result = (int\*)malloc(graph->numVertices \* sizeof(int)); // To store the topological order int resultIndex = 0; // Index in result array

int\* queue = (int\*)malloc(graph->numVertices \* sizeof(int)); int front = 0, rear = 0;

for (int i = 0; i < graph->numVertices; ++i) { if (graph->inDegree[i] == 0) { queue[rear++] = i;

}

}

while (front < rear) {

int u = queue[front++]; // Dequeue a vertex from queue and add it to result

result[resultIndex++] = u;

struct AdjListNode\* node = graph->array[u].head; while (node != NULL) { int v = node->dest; if (--graph->inDegree[v] == 0) { queue[rear++] = v;

}

node = node->next;

}

}

if (resultIndex != graph->numVertices) { printf("Graph has a cycle!\n"); return;

}

printf("Topological Sort: "); for (int i = 0; i < resultIndex; ++i) { printf("%d ", result[i]);

} printf("\n"); free(result); free(queue);

}

int main() { int numVertices = 6;

struct Graph\* graph = createGraph(numVertices);

addEdge(graph, 5, 2);

addEdge(graph, 5, 0); addEdge(graph, 4, 0); addEdge(graph, 4, 1); addEdge(graph, 2, 3); addEdge(graph, 3, 1);

printf("Given graph:\n"); for (int v = 0; v < numVertices; v++) { struct AdjListNode\* temp = graph->array[v].head; while (temp != NULL) { printf("(%d -> %d) ", v, temp->dest); temp = temp->next;

} printf("\n");

}

topologicalSort(graph);

return 0;

}

**OUTPUT:**

Given graph:

1. -> 3)
2. -> 1)
3. -> 1) (4 -> 0) (5 -> 0) (5 -> 2)

Topological Sort: 4 5 0 2 3 1

**RESULT:**

Hence, the above code is executed and the output obtained…

**EX.NO.13 PRIM’S ALGORITHM**

**AIM:**

To find minimum spanning tree using Prims

**ALGORITHM:**

1. Start
2. Start with an arbitrary vertex as the initial tree. This vertex can be chosen randomly or by any specific criteria.
3. Mark this vertex as visited and add it to the MST.
4. Find the cheapest edge from any visited vertex to any unvisited vertex.
5. Add the unvisited vertex connected by this edge to the MST, and mark it as visited.
6. Repeat steps 3 and 4 until all vertices are visited.
7. The MST is formed by all the edges selected during the process.

**PROGRAM:**

#include <stdio.h>

#include<stdlib.h>

typedef struct Sub\_table\_parts\* Sub\_Table; typedef struct Table\_parts\* Table; typedef struct Node Node; typedef struct Node\* pos; typedef struct Node\* Vert; typedef struct Graph\_parts\* Graph; typedef int Vertex;

struct Node

{ int data; int weight; pos next;

};

struct Graph\_parts

{

int vertices; int edges; Vert\* List;

};

struct Sub\_table\_parts

{

Vert Adj\_list; int known; int distance; int prev\_node;

};

struct Table\_parts {

int size;

Sub\_Table\* S\_table;

};

void Link(Graph G, int v1, int v2, int c) {

Vert n = (Vert)malloc(sizeof(Node)); if(n!=NULL)

{ n->data = v2; n->weight=c; pos p=G->List[v1]; n->next=p->next;

p->next=n;

}

}

void Get\_edges(Graph G)

{ int v1,v2,cost; printf("Enter the edges with cost:\n");

for(int i=0;i<G->edges;i++)

{ printf("=> ");

scanf("%d %d %d", &v1, &v2, &cost);

Link(G,v1,v2,cost);

Link(G,v2,v1,cost);

}

}

Graph Create\_graph()

{

Graph G = (Graph)malloc(sizeof(struct Graph\_parts)); if(G!=NULL)

{

printf("Enter the number of vertices in graph: "); scanf("%d", &G->vertices);

printf("Vertices are from 0 to %d\n",G->vertices-1);

printf("\nEnter the number of edges: ");

scanf("%d",&G->edges);

G->List = (Vert\*)malloc(sizeof(Node) \* G->vertices); if(G->List!=NULL)

{

for (int i = 0; i < G->vertices; i++)

{

G->List[i] = (Vert)malloc(sizeof(struct Node));

}

}

Get\_edges(G); return G;

}

}

Table Create\_table(Graph G)

{

Table T = (Table)malloc(sizeof(struct Table\_parts));

if(T!=NULL)

{

T->size=G->vertices;

T->S\_table=(Sub\_Table\*)malloc(sizeof(struct Sub\_table\_parts)\*T->size); for(int i=0;i<T->size;i++)

{

T->S\_table[i]=(Sub\_Table)malloc(sizeof(struct Table\_parts));

T->S\_table[i]->Adj\_list=G->List[i];

T->S\_table[i]->known=0;

T->S\_table[i]->distance=1000;

T->S\_table[i]->prev\_node=-1;

} } return T;

}

void Display(Graph G)

{

printf("\nDisplaying the Graph using List\n\n");

for (int i = 0; i < G->vertices; i++)

{

struct Node\* p = G->List[i]; printf("%d => ", i); p=p->next;

while (p != NULL)

{

printf("(%d,%d) ", p->data,p->weight); p = p->next;

} printf("\n");

}

}

void Display\_Table(Table T)

{

printf("\nDisplaying the Table using List\n\n");

for (int i = 0; i < T->size; i++)

{

Sub\_Table p = T->S\_table[i];

printf("%d | k=%d | d=%d | p=%d | List = ",i,p->known,p->distance,p->prev\_node); pos s=p->Adj\_list;

while (s->next!= NULL)

{ s=s->next;

printf("(%d,%d) ", s->data,s->weight);

}

printf("\n");

}

}

Vertex find\_min\_distance(Table T)

{ int min=1000; Vertex v=-1;

for(int i=0;i<T->size;i++)

{

if(T->S\_table[i]->distance < min && T->S\_table[i]->known == 0)

{

min=T->S\_table[i]->distance;

v=i;

} } return v;

}

void Min\_Spanning\_Tree(Table T, Vertex s)

{

Sub\_Table cur = T->S\_table[s]; if(cur->known==0)

{

pos ptr=cur->Adj\_list; while(ptr->next!=NULL) { ptr=ptr->next; int node=ptr->data; int dist=ptr->weight; Sub\_Table next=T->S\_table[node];

if(next->distance >= dist && next->known ==0)

{

next->distance=dist;

next->prev\_node=s;

}

}

cur->known=1;

}

Vertex min=find\_min\_distance(T);

if(min!=-1)

Min\_Spanning\_Tree(T,min);

}

void main() {

int s;

Graph G=Create\_graph();

Table T=Create\_table(G);

Display(G);

printf("\nEnter the starting node for Prim's Algorithm: "); scanf("%d",&s);

T->S\_table[s]->distance=0;

Min\_Spanning\_Tree(T,s);

Display\_Table(T);

printf("\nMinimum spanning tree edges for the given graph\n\n");

for(int i=0;i<T->size;i++)

{

int k=T->S\_table[i]->prev\_node; int m=T->S\_table[i]->distance;

if(k!=-1)

printf("(%d,%d,c=%d) ",k,i,m);

}

}

**OUTPUT:**

Enter the number of vertices in graph: 4

Vertices are from 0 to 3

Enter the number of edges: 3 Enter the edges with cost:

=> 1 2 3

=> 0 3 7

=> 0 2 6

Displaying the Graph using List

1. => (2,6) (3,7)
2. => (2,3)
3. => (0,6) (1,3)
4. => (0,7)

Enter the starting node for Prim's Algorithm: 0

Displaying the Table using List

1. | k=1 | d=0 | p=-1 | List = (2,6) (3,7)
2. | k=1 | d=3 | p=2 | List = (2,3)
3. | k=1 | d=6 | p=0 | List = (0,6) (1,3)
4. | k=1 | d=7 | p=0 | List = (0,7)

Minimum spanning tree edges for the given graph

(2,1, c=3) (0,2, c=6) (0,3, c=7)

**RESULT:**

Hence the code is implemented and executed successfully...

**EX.NO.14 DIJIKSTRA’S ALGORITHM AIM:**

The main aim of Dijkstra's algorithm is to find the shortest path from a starting node to all other nodes in a weighted graph. It's often used in scenarios like finding the shortest route in a road network or the lowest cost in a communication network.

**ALGORITHM:**

* 1. Start
  2. Initialize the distance from the start node to all other nodes as infinity, except for the start node itself, which is set to zero. Maintain a set of unvisited nodes.
  3. Choose the unvisited node with the smallest tentative distance from the start node. Initially, this will be the start node itself.
  4. For the selected node, consider all of its unvisited neighbours and calculate their tentative distances through the current node. Compare the newly calculated tentative distance to the current assigned value and assign the smaller one.
  5. Once all of the neighbours of the selected node have been considered, mark the selected node as visited and remove it from the unvisited set.
  6. Repeat steps 2 and 3 until all the nodes have been visited. The algorithm terminates when all nodes have been visited.
  7. Once the algorithm has visited all the nodes, the shortest distance from the start node to every other node in the graph will have been calculated.
  8. End

**PROGRAM:**

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minDistance(int dist[], int sptSet[], int vertices) { int min = INT\_MAX, minIndex; for (int v = 0; v < vertices; v++) { if (!sptSet[v] && dist[v] < min) { min = dist[v]; minIndex = v;

}

}

return minIndex;

} void printSolution(int dist[], int vertices) { printf("Vertex \tDistance from Source\n"); for (int i = 0; i < vertices; i++) { printf("%d \t%d\n", i, dist[i]);

}

} void dijkstra(int graph[MAX\_VERTICES][MAX\_VERTICES], int src, int vertices) { int dist[MAX\_VERTICES]; int sptSet[MAX\_VERTICES];

for (int i = 0; i < vertices; i++) { dist[i] = INT\_MAX; sptSet[i] = 0;

} dist[src] = 0; for (int count = 0; count < vertices - 1; count++) { int u = minDistance(dist, sptSet, vertices); sptSet[u] = 1; for (int v = 0; v < vertices; v++) { if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v]) { dist[v] = dist[u] + graph[u][v];

}

}

} printSolution(dist, vertices);

} int main() { int vertices; printf("Input the number of vertices: "); scanf("%d", &vertices); if (vertices <= 0 || vertices > MAX\_VERTICES) { printf("Invalid number of vertices. Exiting...\n"); return 1;

}

int graph[MAX\_VERTICES][MAX\_VERTICES];

printf("Input the adjacency matrix for the graph (use INT\_MAX for infinity):\n"); for (int i = 0; i < vertices; i++) { for (int j = 0; j < vertices; j++) { scanf("%d", &graph[i][j]);

} } int source; printf("Input the source vertex: "); scanf("%d", &source); if (source < 0 || source >= vertices) { printf("Invalid source vertex. Exiting...\n"); return 1;

} dijkstra(graph, source, vertices); return 0;

}

**OUTPUT:**

Input the number of vertices: 5

Input the adjacency matrix for the graph (use INT\_MAX for infinity):

0 3 2 0 0

3 0 0 1 0

2 0 0 1 4

0 1 1 0 2

0 0 4 2 0

Input the source vertex: 0

Vertex Distance from Source

1. 0
2. 3
3. 2
4. 3
5. 5

**RESULT:**

The output is verified successfully for the above program…

**EX.NO.15 MERGE SORTING**

**AIM:**

To understand the working and implement merge sort in C.

**ALGORITHM:**

1. Base Case: If the array has 0 or 1 element, it is already sorted.
2. Divide: Split the array into two halves.
3. Recursion: Recursively apply the same logic to both halves.
4. Merge: Merge the two sorted halves to produce the sorted array:
   * Compare the elements of the two halves one by one and build a new sorted array.
   * These algorithms both have their own advantages and typical use cases.

**PROGRAM:**

#include <stdio.h> void printArray(int \*A, int n)

{ for (int i = 0; i < n; i++)

{ printf("%d ", A[i]);

} printf("\n");

}

void merge(int A[], int mid, int low, int high)

{ int i, j, k, B[100]; i = low; j = mid + 1; k = low;

while (i <= mid && j <= high)

{ if (A[i] < A[j])

{

B[k] = A[i]; i++;

k++; } else

{

B[k] = A[j]; j++; k++; }

}

while (i <= mid)

{

B[k] = A[i]; k++; i++;

}

while (j <= high)

{

B[k] = A[j]; k++; j++;

} for (int i = low; i <= high; i++)

{

A[i] = B[i];

}

}

void mergeSort(int A[], int low, int high){ int mid; if(low<high) { mid = (low + high) /2; mergeSort(A, low, mid); mergeSort(A, mid+1, high); merge(A, mid, low, high);

}

}

int main()

{

// int A[] = {9, 14, 4, 8, 7, 5, 6}; int A[] = {9, 1, 4, 14, 4, 15, 6}; int n = 7;

printf("MERGE SORT=>\nUnsorted Array:\n"); printArray(A, n); mergeSort(A, 0, 6); printf("Sorted array in ascending order:\n"); printArray(A, n); return 0;

}

**OUTPUT:**

MERGE SORT=>

Unsorted Array:

9 1 4 14 4 15 6

Sorted array in ascending order:

1 4 4 6 9 14 1

**RESULT:**

The output is verified successfully for the above program…

**EX.NO.15 QUICK SORTING**

**AIM:**

To understand the working and implement quick sort in C.

**ALGORITHM:**

1. Base Case: If the array has 0 or 1 element, it is already sorted.
2. Pivot Selection: Select the pivot element (commonly the middle element).
3. Partitioning: Partition the array into three parts:
   * Elements less than the pivot.
   * Elements equal to the pivot.
   * Elements greater than the pivot.
4. Recursion: Recursively apply the same logic to the left and right sub-arrays.
5. Concatenation: Combine the sorted sub-arrays and the pivot to get the final sorted array.

**PROGRAM:**

#include <stdio.h> // function to swap elements void swap(int \*a, int \*b) { int t = \*a; \*a = \*b;

\*b = t;

}

// function to find the partition position int partition(int array[], int low, int high) {

// select the rightmost element as pivot int pivot = array[high];

// pointer for greater element int i = (low - 1);

// traverse each element of the array // compare them with the pivot for (int j = low; j < high; j++) { if (array[j] <= pivot) {

// if element smaller than pivot is found // swap it with the greater element pointed by i i++;

// swap element at i with element at j swap(&array[i], &array[j]);

}

}

// swap the pivot element with the greater element at i swap(&array[i + 1], &array[high]);

// return the partition point return (i + 1);

}

void quickSort(int array[], int low, int high) { if (low < high) {

// find the pivot element such that

// elements smaller than pivot are on left of pivot // elements greater than pivot are on right of pivot int pi = partition(array, low, high);

// recursive call on the left of pivot quickSort(array, low, pi - 1);

// recursive call on the right of pivot quickSort(array, pi + 1, high);

}

}

// function to print array elements void printArray(int array[], int size) { for (int i = 0; i < size; ++i) { printf("%d ", array[i]);

} printf("\n");

}

// main function int main() { int data[] = {8, 7, 2, 1, 0, 9, 6};

int n = sizeof(data) / sizeof(data[0]);

printf("QUICK SORT=>\nUnsorted Array:\n"); printArray(data, n);

// perform quicksort on data quickSort(data, 0, n - 1);

printf("Sorted array in ascending order:\n"); printArray(data, n);

}

**OUTPUT:**

QUICK SORT=>

Unsorted Array:

8 7 2 1 0 9 6

Sorted array in ascending order:

0 1 2 6 7 8 9

**RESULT:**

The output is verified successfully for the above program…

**EX.NO.16 HASHING AIM:**

To create a hash table and perform collision resolution using various techniques.

**ALGORITHM:**

Step 1: Start

Step 2: Define cell and hash\_table structures, and implement primary and secondary hash functions (hash and hash2).

Step 3: Implement prime and prime2 functions to find the next and previous prime numbers respectively for hash table sizing.

Step 4: Allocate memory for the hash table and its cells, initializing cell statuses to empty.

Step 5: Compute the position using the hash function and resolve collisions using linear probing.

Step 6: Compute the position using the hash function and resolve collisions using quadratic probing.

Step 7: Compute the position using the hash function and secondary hash function for step size to resolve collisions.

Step 8: Insert elements into the hash table at the computed position based on the selected probing method.

Step 9: Traverse the hash table and print the status and elements of each cell.

Step 10: Create a new hash table of double the size (next prime number) and reinsert existing elements.

Step 11: Accept user input for table size, elements, and operations, perform insertions, display results, and handle rehashing if selected.

Step 12: Stop

**PROGRAM:**

#include <stdio.h>

#include<stdlib.h>

enum kind\_of\_entry{legitimate,empty,delete}; struct cell {

int element;

enum kind\_of\_entry info;

};

struct hash\_table

{

int table\_size; struct cell \*the\_cells;

};

int hash(int key,int table\_size)

{ return key%table\_size;

}

int prime(int n)

{ int flag=0; for(int i=2;i<n;i++)

{

if(n%i==0)

{ flag=1; break;

} else {

continue;

}

} if(flag==0) return n; else

return prime(n+1);

}

struct hash\_table\* initialize\_table(int size)

{

struct hash\_table\* h=(struct hash\_table \*)malloc(sizeof(struct hash\_table)); if(h==NULL)

{

printf("memory not allocated\n"); return NULL;

} else

{

h->table\_size=size;

h->the\_cells=(struct cell \*)malloc(sizeof(struct cell)\*h->table\_size); if(h->the\_cells==NULL)

{

printf("memory not allocated for table cells\n"); return NULL;

} else

{

for(int i=0;i<h->table\_size;i++)

{

h->the\_cells[i].info=empty;

}

} } return h; } int find\_linear(int key,struct hash\_table \*h)

{

int pos=hash(key,h->table\_size);

while(h->the\_cells[pos].element!=key && h->the\_cells[pos].info!=empty)

pos=(pos+1)%h->table\_size; return pos; } int find\_quadratic(int key,struct hash\_table \*h)

{

int i=0;

int pos=hash(key,h->table\_size);

while(h->the\_cells[pos].element!=key && h->the\_cells[pos].info!=empty)

{

pos=(pos+(2\*(++i))-1)%h->table\_size;

} return pos; }

int prime2(int n)

{ int flag=0;

for(int i=2;i<n;i++)

{ if(n%i==0) { flag=1; break; } else { continue;

}

} if(flag==0) return n; else

return prime2(n-1);

}

int hash2(int key,int size)

{

int r=prime2(size-1); return (r-(key%r));

}

int find\_double(int key,struct hash\_table \*h)

{

int pos=hash(key,h->table\_size); int step=hash2(key,h->table\_size);

while(h->the\_cells[pos].element!=key && h->the\_cells[pos].info!=empty)

{

pos=(pos+step)%h->table\_size;

} return pos;

}

void insert(struct hash\_table \* h,int key,int op)

{ int pos; if(op==1) pos=find\_linear(key,h); else if(op==2) pos=find\_quadratic(key,h); else if(op==3)

pos=find\_double(key,h);

if(h->the\_cells[pos].info==empty)

{

h->the\_cells[pos].info=legitimate;

h->the\_cells[pos].element=key;

}

}

void display(struct hash\_table \*h)

{ for(int i=0;i<h->table\_size;i++)

{

if(h->the\_cells[i].info == legitimate)

{

printf("index %d: %d\n",i,h->the\_cells[i].element);

} else {

printf("index %d: null\n",i);

}

}

}

void rehash(int a[],int n,int size)

{

struct hash\_table \*h1=initialize\_table(prime(2\*size));

for(int i=0;i<n;i++)

{

insert(h1,a[i],1);

} display(h1);

} void main() { int op;

int size;

printf("enter table size:");

scanf("%d",&size);

int n,x;

printf("\nenter no of elemnts:");

scanf("%d",&n); int a[n]; int i=0; do {

printf("enter element:");

scanf("%d",&x); a[i]=x; i++;

}while(i<n);

printf("1 linear probing\n2 quadratic probing\n3 double hashing\n4 rehashing\n"); int j=0; do {

printf("enter opertaion:"); scanf("%d",&op);

if(op==4)

{

rehash(a,n,size);

}

struct hash\_table \*h=initialize\_table(size);

if(op>4)

{

printf("\ninvalid operation");

} else

{

for(int k=0;k<n;k++) insert(h,a[k],op);

} if(op!=4) display(h); free(h->the\_cells);

free(h); j++;

}while(j<4);

}

**OUTPUT:**

enter table size:10

enter no of elemnts:5 enter element:13 enter element:5 enter element:23 enter element:9 enter element:35 1 linear probing

1. quadratic probing
2. double hashing 4 rehashing enter opertaion:2 index 0: null index 1: null index 2: null index 3: 13 index 4: 23 index 5: 5 index 6: 35 index 7: null index 8: null index 9: 9

enter opertaion:0 index 0: null index 1: null index 2: null index 3: null index 4: null index 5: null index 6: null index 7: null index 8: null

index 9: null

**RESULT:**

Thus the c program to create a hash table and perform collision resolution was executed successfully…